|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Core Java - OOPs: Polymorphism Interview Questions  101) What is the difference between compile-time polymorphism and runtime polymorphism?  There are the following differences between compile-time polymorphism and runtime polymorphism.   |  |  |  | | --- | --- | --- | | **SN** | **compile-time polymorphism** | **Runtime polymorphism** | | 1 | In compile-time polymorphism, call to a method is resolved at compile-time. | In runtime polymorphism, call to an overridden method is resolved at runtime. | | 2 | It is also known as static binding, early binding, or overloading. | It is also known as dynamic binding, late binding, overriding, or dynamic method dispatch. | | 3 | Overloading is a way to achieve compile-time polymorphism in which, we can define multiple methods or constructors with different signatures. | Overriding is a way to achieve runtime polymorphism in which, we can redefine some particular method or variable in the derived class. By using overriding, we can give some specific implementation to the base class properties in the derived class. | | 4 | It provides fast execution because the type of an object is determined at compile-time. | It provides slower execution as compare to compile-time because the type of an object is determined at run-time. | | 5 | Compile-time polymorphism provides less flexibility because all the things are resolved at compile-time. | Run-time polymorphism provides more flexibility because all the things are resolved at runtime. |   102) What is Runtime Polymorphism?  Runtime polymorphism or dynamic method dispatch is a process in which a call to an overridden method is resolved at runtime rather than at compile-time. In this process, an overridden method is called through the reference variable of a superclass. The determination of the method to be called is based on the object being referred to by the reference variable.   1. **class** Bike{ 2. **void** run(){System.out.println("running");} 3. } 4. **class** Splendor **extends** Bike{ 5. **void** run(){System.out.println("running safely with 60km");} 6. **public** **static** **void** main(String args[]){ 7. Bike b = **new** Splendor();//upcasting 8. b.run(); 9. } 10. }   [**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Splender)  Output:  running safely with 60km.  In this process, an overridden method is called through the reference variable of a superclass. The determination of the method to be called is based on the object being referred to by the reference variable.  [More details.](https://www.javatpoint.com/runtime-polymorphism-in-java)  103) Can you achieve Runtime Polymorphism by data members?  No, because method overriding is used to achieve runtime polymorphism and data members cannot be overridden. We can override the member functions but not the data members. Consider the example given below.   1. **class** Bike{ 2. **int** speedlimit=90; 3. } 4. **class** Honda3 **extends** Bike{ 5. **int** speedlimit=150; 6. **public** **static** **void** main(String args[]){ 7. Bike obj=**new** Honda3(); 8. System.out.println(obj.speedlimit);//90 9. }   [**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Honda3)  Output:  90  [More details.](https://www.javatpoint.com/runtime-polymorphism-in-java)  104) What is the difference between static binding and dynamic binding?  In case of the static binding, the type of the object is determined at compile-time whereas, in the dynamic binding, the type of the object is determined at runtime.  **Static Binding**   1. **class** Dog{ 2. **private** **void** eat(){System.out.println("dog is eating...");} 4. **public** **static** **void** main(String args[]){ 5. Dog d1=**new** Dog(); 6. d1.eat(); 7. } 8. }   **Dynamic Binding**   1. **class** Animal{ 2. **void** eat(){System.out.println("animal is eating...");} 3. } 5. **class** Dog **extends** Animal{ 6. **void** eat(){System.out.println("dog is eating...");} 8. **public** **static** **void** main(String args[]){ 9. Animal a=**new** Dog(); 10. a.eat(); 11. } 12. }   [More details.](https://www.javatpoint.com/static-binding-and-dynamic-binding)  105) What is the output of the following Java program?   1. **class** BaseTest 2. { 3. **void** print() 4. { 5. System.out.println("BaseTest:print() called"); 6. } 7. } 8. **public** **class** Test **extends** BaseTest 9. { 10. **void** print() 11. { 12. System.out.println("Test:print() called"); 13. } 14. **public** **static** **void** main (String args[]) 15. { 16. BaseTest b = **new** Test(); 17. b.print(); 18. } 19. }   **Output**  ADVERTISEMENT  Test:print() called  **Explanation**  It is an example of Dynamic method dispatch. The type of reference variable b is determined at runtime. At compile-time, it is checked whether that method is present in the Base class. In this case, it is overridden in the child class, therefore, at runtime the derived class method is called.  106) What is Java instanceOf operator?  The instanceof in Java is also known as type comparison operator because it compares the instance with type. It returns either true or false. If we apply the instanceof operator with any variable that has a null value, it returns false. Consider the following example.   1. **class** Simple1{ 2. **public** **static** **void** main(String args[]){ 3. Simple1 s=**new** Simple1(); 4. System.out.println(s **instanceof** Simple1);//true 5. } 6. }   [**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Simple1)  **Output**  true  An object of subclass type is also a type of parent class. For example, if Dog extends Animal then object of Dog can be referred by either Dog or Animal class.  Core Java - OOPs Concepts: Abstraction Interview Questions  107) What is the abstraction?  Abstraction is a process of hiding the implementation details and showing only functionality to the user. It displays just the essential things to the user and hides the internal information, for example, sending SMS where you type the text and send the message. You don't know the internal processing about the message delivery. Abstraction enables you to focus on what the object does instead of how it does it. Abstraction lets you focus on what the object does instead of how it does it.  In Java, there are two ways to achieve the abstraction.  ADVERTISEMENT  ADVERTISEMENT  ADVERTISEMENT   * Abstract Class * Interface   [More details.](https://www.javatpoint.com/abstract-class-in-java)  108) What is the difference between abstraction and encapsulation?  Abstraction hides the implementation details whereas encapsulation wraps code and data into a single unit.  [More details.](https://www.javatpoint.com/abstract-class-in-java)  109) What is the abstract class?  A class that is declared as abstract is known as an abstract class. It needs to be extended and its method implemented. It cannot be instantiated. It can have abstract methods, non-abstract methods, constructors, and static methods. It can also have the final methods which will force the subclass not to change the body of the method. Consider the following example.   1. **abstract** **class** Bike{ 2. **abstract** **void** run(); 3. } 4. **class** Honda4 **extends** Bike{ 5. **void** run(){System.out.println("running safely");} 6. **public** **static** **void** main(String args[]){ 7. Bike obj = **new** Honda4(); 8. obj.run(); 9. } 10. }   [**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Honda4)  **Output**  ADVERTISEMENT  ADVERTISEMENT  running safely  [More details.](https://www.javatpoint.com/abstract-class-in-java)  110) Can there be an abstract method without an abstract class?  No, if there is an abstract method in a class, that class must be abstract.  111) Is the following program written correctly? If yes then what will be the output of the program?   1. **abstract** **class** Calculate 2. { 3. **abstract** **int** multiply(**int** a, **int** b); 4. } 6. **public** **class** Main 7. { 8. **public** **static** **void** main(String[] args) 9. { 10. **int** result = **new** Calculate() 11. { 12. @Override 13. **int** multiply(**int** a, **int** b) 14. { 15. **return** a\*b; 16. } 17. }.multiply(12,32); 18. System.out.println("result = "+result); 19. } 20. }   Yes, the program is written correctly. The Main class provides the definition of abstract method multiply declared in abstract class Calculation. The output of the program will be:  ADVERTISEMENT  **Output**  384  112) Can you use abstract and final both with a method?  No, because we need to override the abstract method to provide its implementation, whereas we can't override the final method.  113) Is it possible to instantiate the abstract class?  No, the abstract class can never be instantiated even if it contains a constructor and all of its methods are implemented.  114) What is the interface?  The interface is a blueprint for a class that has static constants and abstract methods. It can be used to achieve full abstraction and multiple inheritance. It is a mechanism to achieve abstraction. There can be only abstract methods in the Java interface, not method body. It is used to achieve abstraction and multiple inheritance in Java. In other words, you can say that interfaces can have abstract methods and variables. Java Interface also represents the IS-A relationship. It cannot be instantiated just like the abstract class. However, we need to implement it to define its methods. Since Java 8, we can have the default, static, and private methods in an interface.  [More details.](https://www.javatpoint.com/interface-in-java)  115) Can you declare an interface method static?  ADVERTISEMENT  ADVERTISEMENT  No, because methods of an interface are abstract by default, and we can not use static and abstract together.  116) Can the Interface be final?  No, because an interface needs to be implemented by the other class and if it is final, it can't be implemented by any class.  117) What is a marker interface?  ADVERTISEMENT  A Marker interface can be defined as the interface which has no data member and member functions. For example, Serializable, Cloneable are marker interfaces. The marker interface can be declared as follows.   1. **public** **interface** Serializable{ 2. }   118) What are the differences between abstract class and interface?   |  |  | | --- | --- | | **Abstract class** | **Interface** | | An abstract class can have a method body (non-abstract methods). | The interface has only abstract methods. | | An abstract class can have instance variables. | An interface cannot have instance variables. | | An abstract class can have the constructor. | The interface cannot have the constructor. | | An abstract class can have static methods. | The interface cannot have static methods. | | You can extend one abstract class. | You can implement multiple interfaces. | | The abstract class **can provide the implementation of the interface**. | The Interface **can't provide the implementation of the abstract class**. | | The **abstract keyword** is used to declare an abstract class. | The **interface keyword** is used to declare an interface. | | An **abstract class** can extend another Java class and implement multiple Java interfaces. | An **interface** can extend another Java interface only. | | An **abstract class** can be extended using keyword **extends** | An **interface class** can be implemented using keyword **implements** | | A Java **abstract class** can have class members like private, protected, etc. | Members of a Java interface are public by default. | | **Example:** public abstract class Shape{ public abstract void draw(); } | **Example:** public interface Drawable{ void draw(); } |   119) Can we define private and protected modifiers for the members in interfaces?  No, they are implicitly public.  120) When can an object reference be cast to an interface reference?  An object reference can be cast to an interface reference when the object implements the referenced interface.  121) How to make a read-only class in Java?  A class can be made read-only by making all of the fields private. The read-only class will have only getter methods which return the private property of the class to the main method. We cannot modify this property because there is no setter method available in the class. Consider the following example.   1. //A Java class which has only getter methods. 2. **public** **class** Student{ 3. //private data member 4. **private** String college="AKG"; 5. //getter method for college 6. **public** String getCollege(){ 7. **return** college; 8. } 9. }   122) How to make a write-only class in Java?  A class can be made write-only by making all of the fields private. The write-only class will have only setter methods which set the value passed from the main method to the private fields. We cannot read the properties of the class because there is no getter method in this class. Consider the following example.   1. //A Java class which has only setter methods. 2. **public** **class** Student{ 3. //private data member 4. **private** String college; 5. //getter method for college 6. **public** **void** setCollege(String college){ 7. **this**.college=college; 8. } 9. }   123) What are the advantages of Encapsulation in Java?  There are the following advantages of Encapsulation in Java?   * By providing only the setter or getter method, you can make the class read-only or write-only. In other words, you can skip the getter or setter methods. * It provides you the control over the data. Suppose you want to set the value of id which should be greater than 100 only, you can write the logic inside the setter method. You can write the logic not to store the negative numbers in the setter methods. * It is a way to achieve data hiding in Java because other class will not be able to access the data through the private data members. * The encapsulate class is easy to test. So, it is better for unit testing. * The standard IDE's are providing the facility to generate the getters and setters. So, it is easy and fast to create an encapsulated class in Java.   Core Java - OOPs Concepts: Package Interview Questions  ADVERTISEMENT  ADVERTISEMENT  124) What is the package?  A package is a group of similar type of classes, interfaces, and sub-packages. It provides access protection and removes naming collision. The packages in Java can be categorized into two forms, inbuilt package, and user-defined package. There are many built-in packages such as Java, lang, awt, javax, swing, net, io, util, sql, etc. Consider the following example to create a package in Java.  ADVERTISEMENT   1. //save as Simple.java 2. **package** mypack; 3. **public** **class** Simple{ 4. **public** **static** **void** main(String args[]){ 5. System.out.println("Welcome to package"); 6. } 7. }   package in java [More details.](https://www.javatpoint.com/package)  125) What are the advantages of defining packages in Java?  By defining packages, we can avoid the name conflicts between the same class names defined in different packages. Packages also enable the developer to organize the similar classes more effectively. For example, one can clearly understand that the classes present in java.io package are used to perform io related operations.  126) How to create packages in Java?  If you are using the programming IDEs like Eclipse, NetBeans, MyEclipse, etc. click on **file->new->project** and eclipse will ask you to enter the name of the package. It will create the project package containing various directories such as src, etc. If you are using an editor like notepad for java programming, use the following steps to create the package.   * Define a package **package\_name**. Create the class with the name **class\_name** and save this file with **your\_class\_name.java**. * Now compile the file by running the following command on the terminal.   1. javac -d . your\_class\_name.java   The above command creates the package with the name **package\_name** in the present working directory.   * Now, run the class file by using the absolute class file name, like following.   1. java package\_name.class\_name   127) How can we access some class in another class in Java?  There are two ways to access a class in another class.   * **By using the fully qualified name:** To access a class in a different package, either we must use the fully qualified name of that class, or we must import the package containing that class. * **By using the relative path**, We can use the path of the class that is related to the package that contains our class. It can be the same or subpackage.   128) Do I need to import java.lang package any time? Why?  No. It is by default loaded internally by the JVM.  129) Can I import same package/class twice? Will the JVM load the package twice at runtime?  One can import the same package or the same class multiple times. Neither compiler nor JVM complains about it. However, the JVM will internally load the class only once no matter how many times you import the same class.  130) What is the static import?  By static import, we can access the static members of a class directly, and there is no to qualify it with the class name.  ADVERTISEMENT  [More details.](https://www.javatpoint.com/static-import-in-java)  Java: Exception Handling Interview Questions  There is given a list of exception handling interview questions with answers. If you know any exception handling interview question, kindly post it in the comment section.  131) How many types of exception can occur in a Java program?  There are mainly two types of exceptions: checked and unchecked. Here, an error is considered as the unchecked exception. According to Oracle, there are three types of exceptions:   * **Checked Exception:** Checked exceptions are the one which are checked at compile-time. For example, SQLException, ClassNotFoundException, etc. * **Unchecked Exception:** Unchecked exceptions are the one which are handled at runtime because they can not be checked at compile-time. For example, ArithmaticException, NullPointerException, ArrayIndexOutOfBoundsException, etc. * **Error:** Error cause the program to exit since they are not recoverable. For Example, OutOfMemoryError, AssertionError, etc.   132) What is Exception Handling?  Exception Handling is a mechanism that is used to handle runtime errors. It is used primarily to handle checked exceptions. Exception handling maintains the normal flow of the program. There are mainly two types of exceptions: checked and unchecked. Here, the error is considered as the unchecked exception.  [More details.](https://www.javatpoint.com/exception-handling-and-checked-and-unchecked-exception)  133) Explain the hierarchy of Java Exception classes?  The java.lang.Throwable class is the root class of Java Exception hierarchy which is inherited by two subclasses: Exception and Error. A hierarchy of Java Exception classes are given below:  hierarchy of exception handling  134) What is the difference between Checked Exception and Unchecked Exception?  1) Checked Exception  The classes that extend Throwable class except RuntimeException and Error are known as checked exceptions, e.g., IOException, SQLException, etc. Checked exceptions are checked at compile-time.  2) Unchecked Exception  The classes that extend RuntimeException are known as unchecked exceptions, e.g., ArithmeticException, NullPointerException, etc. Unchecked exceptions are not checked at compile-time.  [More details.](https://www.javatpoint.com/exception-handling-and-checked-and-unchecked-exception)  135) What is the base class for Error and Exception?  The Throwable class is the base class for Error and Exception.  136) Is it necessary that each try block must be followed by a catch block?  It is not necessary that each try block must be followed by a catch block. It should be followed by either a catch block OR a finally block. So whatever exceptions are likely to be thrown should be declared in the throws clause of the method. Consider the following example.   1. **public** **class** Main{ 2. **public** **static** **void** main(String []args){ 3. **try**{ 4. **int** a = 1; 5. System.out.println(a/0); 6. } 7. **finally** 8. { 9. System.out.println("rest of the code..."); 10. } 11. } 12. }   **Output:**  Exception in thread main java.lang.ArithmeticException:/ by zero  rest of the code...  137) What is the output of the following Java program?   1. **public** **class** ExceptionHandlingExample { 2. **public** **static** **void** main(String args[]) 3. { 4. **try** 5. { 6. **int** a = 1/0; 7. System.out.println("a = "+a); 8. } 9. **catch**(Exception e){System.out.println(e);} 10. **catch**(ArithmeticException ex){System.out.println(ex);} 11. } 12. }   **Output**  ExceptionHandlingExample.java:10: error: exception ArithmeticException has already been caught  catch(ArithmeticException ex){System.out.println(ex);}  ^  1 error  **Explanation**  ArithmaticException is the subclass of Exception. Therefore, it can not be used after Exception. Since Exception is the base class for all the exceptions, therefore, it must be used at last to handle the exception. No class can be used after this.  138) What is finally block?  The "finally" block is used to execute the important code of the program. It is executed whether an exception is handled or not. In other words, we can say that finally block is the block which is always executed. Finally block follows try or catch block. If you don't handle the exception, before terminating the program, JVM runs finally block, (if any). The finally block is mainly used to place the cleanup code such as closing a file or closing a connection. Here, we must know that for each try block there can be zero or more catch blocks, but only one finally block. The finally block will not be executed if program exits(either by calling System.exit() or by causing a fatal error that causes the process to abort).  java finally [More details.](https://www.javatpoint.com/finally-block-in-exception-handling)  139) Can finally block be used without a catch?  Yes, According to the definition of finally block, it must be followed by a try or catch block, therefore, we can use try block instead of catch.[More details.](https://www.javatpoint.com/finally-block-in-exception-handling)  140) Is there any case when finally will not be executed?  Finally block will not be executed if program exits(either by calling System.exit() or by causing a fatal error that causes the process to abort).[More details.](https://www.javatpoint.com/finally-block-in-exception-handling)  141) What is the difference between throw and throws?   |  |  | | --- | --- | | **throw keyword** | **throws keyword** | | 1) The **throw** keyword is used to throw an exception explicitly. | The **throws** keyword is used to declare an exception. | | 2) The checked exceptions cannot be propagated with throw only. | The checked exception can be propagated with throws | | 3) The **throw** keyword is followed by an instance. | The **throws** keyword is followed by class. | | 4) The **throw** keyword is used within the method. | The **throws** keyword is used with the method signature. | | 5) You cannot throw multiple exceptions. | You can declare multiple exceptions, e.g., public void method()throws IOException, SQLException. |   [More details.](https://www.javatpoint.com/throws-keyword-and-difference-between-throw-and-throws)  142) What is the output of the following Java program?   1. **public** **class** Main{ 2. **public** **static** **void** main(String []args){ 3. **try** 4. { 5. **throw** 90; 6. } 7. **catch**(**int** e){ 8. System.out.println("Caught the exception "+e); 9. } 11. } 12. }   **Output**  Main.java:6: error: incompatible types: int cannot be converted to Throwable  throw 90;  ^  Main.java:8: error: unexpected type  catch(int e){  ^  required: class  found: int  2 errors  **Explanation**  In Java, the throwable objects can only be thrown. If we try to throw an integer object, The compiler will show an error since we can not throw basic data type from a block of code.  143) What is the output of the following Java program?   1. **class** Calculation **extends** Exception 2. { 3. **public** Calculation() 4. { 5. System.out.println("Calculation class is instantiated"); 6. } 7. **public** **void** add(**int** a, **int** b) 8. { 9. System.out.println("The sum is "+(a+b)); 10. } 11. } 12. **public** **class** Main{ 13. **public** **static** **void** main(String []args){ 14. **try** 15. { 16. **throw** **new** Calculation(); 17. } 18. **catch**(Calculation c){ 19. c.add(10,20); 20. } 21. } 22. }   **Output**  Calculation class is instantiated  The sum is 30  **Explanation**  The object of Calculation is thrown from the try block which is caught in the catch block. The add() of Calculation class is called with the integer values 10 and 20 by using the object of this class. Therefore there sum 30 is printed. The object of the Main class can only be thrown in the case when the type of the object is throwable. To do so, we need to extend the throwable class.  144) Can an exception be rethrown?  Yes.  145) Can subclass overriding method declare an exception if parent class method doesn't throw an exception?  Yes but only unchecked exception not checked.  [More details.](https://www.javatpoint.com/exception-handling-with-method-overriding)  146) What is exception propagation?  An exception is first thrown from the top of the stack and if it is not caught, it drops down the call stack to the previous method, If not caught there, the exception again drops down to the previous method, and so on until they are caught or until they reach the very bottom of the call stack. This procedure is called exception propagation. By default, checked exceptions are not propagated.   1. **class** TestExceptionPropagation1{ 2. **void** m(){ 3. **int** data=50/0; 4. } 5. **void** n(){ 6. m(); 7. } 8. **void** p(){ 9. **try**{ 10. n(); 11. }**catch**(Exception e){System.out.println("exception handled");} 12. } 13. **public** **static** **void** main(String args[]){ 14. TestExceptionPropagation1 obj=**new** TestExceptionPropagation1(); 15. obj.p(); 16. System.out.println("normal flow..."); 17. } 18. }   [**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestExceptionPropagation1)  **Output:**  exception handled  normal flow...  exception propagation [More details.](https://www.javatpoint.com/exception-propagation)    147) What is the output of the following Java program?   1. **public** **class** Main 2. { 3. **void** a() 4. { 5. **try**{ 6. System.out.println("a(): Main called"); 7. b(); 8. }**catch**(Exception e) 9. { 10. System.out.println("Exception is caught"); 11. } 12. } 13. **void** b() **throws** Exception 14. { 15. **try**{ 16. System.out.println("b(): Main called"); 17. c(); 18. }**catch**(Exception e){ 19. **throw** **new** Exception(); 20. } 21. **finally** 22. { 23. System.out.println("finally block is called"); 24. } 25. } 26. **void** c() **throws** Exception 27. { 28. **throw** **new** Exception(); 29. } 31. **public** **static** **void** main (String args[]) 32. { 33. Main m = **new** Main(); 34. m.a(); 35. } 36. }   **Output**  a(): Main called  b(): Main called  finally block is called  Exception is caught  **Explanation**  In the main method, a() of Main is called which prints a message and call b(). The method b() prints some message and then call c(). The method c() throws an exception which is handled by the catch block of method b. However, It propagates this exception by using **throw Exception()** to be handled by the method a(). As we know, finally block is always executed therefore the finally block in the method b() is executed first and prints a message. At last, the exception is handled by the catch block of the method a().  148) What is the output of the following Java program?   1. **public** **class** Calculation 2. { 3. **int** a; 4. **public** Calculation(**int** a) 5. { 6. **this**.a = a; 7. } 8. **public** **int** add() 9. { 10. a = a+10; 11. **try** 12. { 13. a = a+10; 14. **try** 15. { 16. a = a\*10; 17. **throw** **new** Exception(); 18. }**catch**(Exception e){ 19. a = a - 10; 20. } 21. }**catch**(Exception e) 22. { 23. a = a - 10; 24. } 25. **return** a; 26. } 28. **public** **static** **void** main (String args[]) 29. { 30. Calculation c = **new** Calculation(10); 31. **int** result = c.add(); 32. System.out.println("result = "+result); 33. } 34. }   **Output**  result = 290  **Explanation**  The instance variable a of class Calculation is initialized to 10 using the class constructor which is called while instantiating the class. The add method is called which returns an integer value result. In add() method, a is incremented by 10 to be 20. Then, in the first try block, 10 is again incremented by 10 to be 30. In the second try block, a is multiplied by 10 to be 300. The second try block throws the exception which is caught by the catch block associated with this try block. The catch block again alters the value of a by decrementing it by 10 to make it 290. Thus the add() method returns 290 which is assigned to result. However, the catch block associated with the outermost try block will never be executed since there is no exception which can be handled by this catch block.  Java: String Handling Interview Questions  There is given a list of string handling interview questions with short and pointed answers. If you know any string handling interview question, kindly post it in the comment section.  149) What is String Pool?  String pool is the space reserved in the heap memory that can be used to store the strings. The main advantage of using the String pool is whenever we create a string literal; the JVM checks the "string constant pool" first. If the string already exists in the pool, a reference to the pooled instance is returned. If the string doesn't exist in the pool, a new string instance is created and placed in the pool. Therefore, it saves the memory by avoiding the duplicacy.  Java string literal  150) What is the meaning of immutable regarding String?  The simple meaning of immutable is unmodifiable or unchangeable. In Java, String is immutable, i.e., once string object has been created, its value can't be changed. Consider the following example for better understanding.   1. **class** Testimmutablestring{ 2. **public** **static** **void** main(String args[]){ 3. String s="Sachin"; 4. s.concat(" Tendulkar");//concat() method appends the string at the end 5. System.out.println(s);//will print Sachin because strings are immutable objects 6. } 7. }   [**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Testimmutablestring)  **Output:**  Sachin  [More details.](https://www.javatpoint.com/immutable-string)  151) Why are the objects immutable in java?  Because Java uses the concept of the string literal. Suppose there are five reference variables, all refer to one object "sachin". If one reference variable changes the value of the object, it will be affected by all the reference variables. That is why string objects are immutable in java.  Heap diagram [More details.](https://www.javatpoint.com/immutable-string)  152) How many ways can we create the string object?  1) String Literal  Java String literal is created by using double quotes. For Example:   1. String s="welcome";   Each time you create a string literal, the JVM checks the "string constant pool" first. If the string already exists in the pool, a reference to the pooled instance is returned. If the string doesn't exist in the pool, a new string instance is created and placed in the pool. String objects are stored in a special memory area known as the **string constant pool** For example:   1. String s1="Welcome"; 2. String s2="Welcome";//It doesn't create a new instance   2) By new keyword   1. String s=**new** String("Welcome");//creates two objects and one reference variable   In such case, JVM will create a new string object in normal (non-pool) heap memory, and the literal "Welcome" will be placed in the constant string pool. The variable s will refer to the object in a heap (non-pool).  153) How many objects will be created in the following code?   1. String s1="Welcome"; 2. String s2="Welcome"; 3. String s3="Welcome";   Only one object will be created using the above code because strings in Java are immutable.  [More details.](https://www.javatpoint.com/string-handling-in-java)  154) Why java uses the concept of the string literal?  To make Java more memory efficient (because no new objects are created if it exists already in the string constant pool).  [More details.](https://www.javatpoint.com/string-handling-in-java)  155) How many objects will be created in the following code?   1. String s = **new** String("Welcome");   Two objects, one in string constant pool and other in non-pool(heap).  [More details.](https://www.javatpoint.com/string-handling-in-java)  156) What is the output of the following Java program?   1. **public** **class** Test 3. **public** **static** **void** main (String args[]) 4. { 5. String a = **new** String("Sharma is a good player"); 6. String b = "Sharma is a good player"; 7. **if**(a == b) 8. { 9. System.out.println("a == b"); 10. } 11. **if**(a.equals(b)) 12. { 13. System.out.println("a equals b"); 14. } 15. }   **Output**  a equals b  **Explanation**  The operator **==** also check whether the references of the two string objects are equal or not. Although both of the strings contain the same content, their references are not equal because both are created by different ways(Constructor and String literal) therefore, **a == b** is unequal. On the other hand, the equal() method always check for the content. Since their content is equal hence, **a equals b** is printed.  157) What is the output of the following Java program?   1. **public** **class** Test 2. { 3. **public** **static** **void** main (String args[]) 4. { 5. String s1 = "Sharma is a good player"; 6. String s2 = **new** String("Sharma is a good player"); 7. s2 = s2.intern(); 8. System.out.println(s1 ==s2); 9. } 10. }   **Output**  true  **Explanation**  The intern method returns the String object reference from the string pool. In this case, s1 is created by using string literal whereas, s2 is created by using the String pool. However, s2 is changed to the reference of s1, and the operator **==** returns true.  158) What are the differences between String and StringBuffer?  The differences between the String and StringBuffer is given in the table below.   |  |  |  | | --- | --- | --- | | **No.** | **String** | **StringBuffer** | | 1) | The String class is immutable. | The StringBuffer class is mutable. | | 2) | The String is slow and consumes more memory when you concat too many strings because every time it creates a new instance. | The StringBuffer is fast and consumes less memory when you cancat strings. | | 3) | The String class overrides the equals() method of Object class. So you can compare the contents of two strings by equals() method. | The StringBuffer class doesn't override the equals() method of Object class. |   159) What are the differences between StringBuffer and StringBuilder?  The differences between the StringBuffer and StringBuilder is given below.   |  |  |  | | --- | --- | --- | | **No.** | **StringBuffer** | **StringBuilder** | | 1) | StringBuffer is *synchronized*, i.e., thread safe. It means two threads can't call the methods of StringBuffer simultaneously. | StringBuilder is *non-synchronized*,i.e., not thread safe. It means two threads can call the methods of StringBuilder simultaneously. | | 2) | StringBuffer is *less efficient* than StringBuilder. | StringBuilder is *more efficient* than StringBuffer. |   160) How can we create an immutable class in Java?  We can create an immutable class by defining a final class having all of its members as final. Consider the following example.   1. **public** **final** **class** Employee{ 2. **final** String pancardNumber; 4. **public** Employee(String pancardNumber){ 5. **this**.pancardNumber=pancardNumber; 6. } 8. **public** String getPancardNumber(){ 9. **return** pancardNumber; 10. } 12. }   [More details.](https://www.javatpoint.com/how-to-create-immutable-class)  161) What is the purpose of toString() method in Java?  The toString() method returns the string representation of an object. If you print any object, java compiler internally invokes the toString() method on the object. So overriding the toString() method, returns the desired output, it can be the state of an object, etc. depending upon your implementation. By overriding the toString() method of the Object class, we can return the values of the object, so we don't need to write much code. Consider the following example.   1. **class** Student{ 2. **int** rollno; 3. String name; 4. String city; 6. Student(**int** rollno, String name, String city){ 7. **this**.rollno=rollno; 8. **this**.name=name; 9. **this**.city=city; 10. } 12. **public** String toString(){//overriding the toString() method 13. **return** rollno+" "+name+" "+city; 14. } 15. **public** **static** **void** main(String args[]){ 16. Student s1=**new** Student(101,"Raj","lucknow"); 17. Student s2=**new** Student(102,"Vijay","ghaziabad"); 19. System.out.println(s1);//compiler writes here s1.toString() 20. System.out.println(s2);//compiler writes here s2.toString() 21. } 22. }   **Output:**  101 Raj lucknow  102 Vijay ghaziabad  [More details.](https://www.javatpoint.com/understanding-toString()-method)  162) Why CharArray() is preferred over String to store the password?  String stays in the string pool until the garbage is collected. If we store the password into a string, it stays in the memory for a longer period, and anyone having the memory-dump can extract the password as clear text. On the other hand, Using CharArray allows us to set it to blank whenever we are done with the password. It avoids the security threat with the string by enabling us to control the memory.  163) Write a Java program to count the number of words present in a string?  **Program:**   1. **public** **class** Test 2. { 3. **public** **static** **void** main (String args[]) 4. { 5. String s = "Sharma is a good player and he is so punctual"; 6. String words[] = s.split(" "); 7. System.out.println("The Number of words present in the string are : "+words.length); 8. } 9. }   **Output**  The Number of words present in the string are : 10  164) Name some classes present in **java.util.regex** package.  There are the following classes and interfaces present in java.util.regex package.   * MatchResult Interface * Matcher class * Pattern class * PatternSyntaxException class   Java Regex API  165) How the metacharacters are different from the ordinary characters?  Metacharacters have the special meaning to the regular expression engine. The metacharacters are ^, $, ., \*, +, etc. The regular expression engine does not consider them as the regular characters. To enable the regular expression engine treating the metacharacters as ordinary characters, we need to escape the metacharacters with the backslash.  166) Write a regular expression to validate a password. A password must start with an alphabet and followed by alphanumeric characters; Its length must be in between 8 to 20.  The regular expression for the above criteria will be: **^[a-zA-Z][a-zA-Z0-9]{8,19}** where ^ represents the start of the regex, [a-zA-Z] represents that the first character must be an alphabet, [a-zA-Z0-9] represents the alphanumeric character, {8,19} represents that the length of the password must be in between 8 and 20.  167) What is the output of the following Java program?   1. **import** java.util.regex.\*; 2. **class** RegexExample2{ 3. **public** **static** **void** main(String args[]){ 4. System.out.println(Pattern.matches(".s", "as")); //line 4 5. System.out.println(Pattern.matches(".s", "mk")); //line 5 6. System.out.println(Pattern.matches(".s", "mst")); //line 6 7. System.out.println(Pattern.matches(".s", "amms")); //line 7 8. System.out.println(Pattern.matches("..s", "mas")); //line 8 9. }}   **Output**  true  false  false  false  true  **Explanation**  line 4 prints true since the second character of string is s, line 5 prints false since the second character is not s, line 6 prints false since there are more than 3 characters in the string, line 7 prints false since there are more than 2 characters in the string, and it contains more than 2 characters as well, line 8 prints true since the third character of the string is s.  Core Java: Nested classes and Interfaces Interview Questions  168) What are the advantages of Java inner classes?  There are two types of advantages of Java inner classes.   * Nested classes represent a special type of relationship that is it can access all the members (data members and methods) of the outer class including private. * Nested classes are used to develop a more readable and maintainable code because it logically groups classes and interfaces in one place only. * **Code Optimization:** It requires less code to write.   169) What is a nested class?  The nested class can be defined as the class which is defined inside another class or interface. We use the nested class to logically group classes and interfaces in one place so that it can be more readable and maintainable. A nested class can access all the data members of the outer class including private data members and methods. The syntax of the nested class is defined below.   1. **class** Java\_Outer\_class{ 2. //code 3. **class** Java\_Nested\_class{ 4. //code 5. } 6. }   There are two types of nested classes, static nested class, and non-static nested class. The non-static nested class can also be called as inner-class  [More details.](https://www.javatpoint.com/difference-between-nested-classes-and-inner-classes)  170) What are the disadvantages of using inner classes?  There are the following main disadvantages of using inner classes.   * Inner classes increase the total number of classes used by the developer and therefore increases the workload of JVM since it has to perform some routine operations for those extra classes which result in slower performance. * IDEs provide less support to the inner classes as compare to the top level classes and therefore it annoys the developers while working with inner classes.   171) What are the types of inner classes (non-static nested class) used in Java?  There are mainly three types of inner classes used in Java.   |  |  | | --- | --- | | **Type** | **Description** | | [Member Inner Class](https://www.javatpoint.com/member-inner-class) | A class created within class and outside method. | | [Anonymous Inner Class](https://www.javatpoint.com/anonymous-inner-class) | A class created for implementing an interface or extending class. Its name is decided by the java compiler. | | [Local Inner Class](https://www.javatpoint.com/local-inner-class) | A class created within the method. |   172) Is there any difference between nested classes and inner classes?  Yes, inner classes are non-static nested classes. In other words, we can say that inner classes are the part of nested classes.  [More details.](https://www.javatpoint.com/difference-between-nested-classes-and-inner-classes)  173) Can we access the non-final local variable, inside the local inner class?  No, the local variable must be constant if you want to access it in the local inner class.  [More details.](https://www.javatpoint.com/local-inner-class)  174) How many class files are created on compiling the OuterClass in the following program?   1. **public** **class** Person { 2. String name, age, address; 3. **class** Employee{ 4. **float** salary=10000; 5. } 6. **class** BusinessMen{ 7. **final** String gstin="£4433drt3$"; 8. } 9. **public** **static** **void** main (String args[]) 10. { 11. Person p = **new** Person(); 12. } 13. }   3 class-files will be created named as Person.class, Person$BusinessMen.class, and Person$Employee.class.  175) What are anonymous inner classes?  Anonymous inner classes are the classes that are automatically declared and instantiated within an expression. We cannot apply different access modifiers to them. Anonymous class cannot be static, and cannot define any static fields, method, or class. In other words, we can say that it a class without the name and can have only one object that is created by its definition. Consider the following example.   1. **abstract** **class** Person{ 2. **abstract** **void** eat(); 3. } 4. **class** TestAnonymousInner{ 5. **public** **static** **void** main(String args[]){ 6. Person p=**new** Person(){ 7. **void** eat(){System.out.println("nice fruits");} 8. }; 9. p.eat(); 10. } 11. }   [**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestAnnonymousInner)  Output:  nice fruits  Consider the following example for the working of the anonymous class using interface.   1. **interface** Eatable{ 2. **void** eat(); 3. } 4. **class** TestAnnonymousInner1{ 5. **public** **static** **void** main(String args[]){ 6. Eatable e=**new** Eatable(){ 7. **public** **void** eat(){System.out.println("nice fruits");} 8. }; 9. e.eat(); 10. } 11. }   [**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestAnnonymousInner1)  Output:  nice fruits  176) What is the nested interface?  An Interface that is declared inside the interface or class is known as the nested interface. It is static by default. The nested interfaces are used to group related interfaces so that they can be easy to maintain. The external interface or class must refer to the nested interface. It can't be accessed directly. The nested interface must be public if it is declared inside the interface but it can have any access modifier if declared within the class. The syntax of the nested interface is given as follows.   1. **interface** interface\_name{ 2. ... 3. **interface** nested\_interface\_name{ 4. ... 5. } 6. }   [More details.](https://www.javatpoint.com/nested-interface)  177) Can a class have an interface?  Yes, an interface can be defined within the class. It is called a nested interface.  [More details.](https://www.javatpoint.com/nested-interface)  178) Can an Interface have a class?  Yes, they are static implicitly.  [More details.](https://www.javatpoint.com/nested-interface)  Garbage Collection Interview Questions  179) What is Garbage Collection?  Garbage collection is a process of reclaiming the unused runtime objects. It is performed for memory management. In other words, we can say that It is the process of removing unused objects from the memory to free up space and make this space available for Java Virtual Machine. Due to garbage collection java gives 0 as output to a variable whose value is not set, i.e., the variable has been defined but not initialized. For this purpose, we were using free() function in the C language and delete() in C++. In Java, it is performed automatically. So, java provides better memory management.  [More details.](https://www.javatpoint.com/Garbage-Collection)  180) What is gc()?  The gc() method is used to invoke the garbage collector for cleanup processing. This method is found in System and Runtime classes. This function explicitly makes the Java Virtual Machine free up the space occupied by the unused objects so that it can be utilized or reused. Consider the following example for the better understanding of how the gc() method invoke the garbage collector.   1. **public** **class** TestGarbage1{ 2. **public** **void** finalize(){System.out.println("object is garbage collected");} 3. **public** **static** **void** main(String args[]){ 4. TestGarbage1 s1=**new** TestGarbage1(); 5. TestGarbage1 s2=**new** TestGarbage1(); 6. s1=**null**; 7. s2=**null**; 8. System.gc(); 9. } 10. }   [**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestGarbage1)  object is garbage collected  object is garbage collected  181) How is garbage collection controlled?  Garbage collection is managed by JVM. It is performed when there is not enough space in the memory and memory is running low. We can externally call the System.gc() for the garbage collection. However, it depends upon the JVM whether to perform it or not.  182) How can an object be unreferenced?  There are many ways:   * By nulling the reference * By assigning a reference to another * By anonymous object etc.   Java Garbage Collection Scenario  1) By nulling a reference:   1. Employee e=**new** Employee(); 2. e=**null**;   2) By assigning a reference to another:   1. Employee e1=**new** Employee(); 2. Employee e2=**new** Employee(); 3. e1=e2;//now the first object referred by e1 is available for garbage collection   3) By anonymous object:   1. **new** Employee();   183) What is the purpose of the finalize() method?  The finalize() method is invoked just before the object is garbage collected. It is used to perform cleanup processing. The Garbage collector of JVM collects only those objects that are created by new keyword. So if you have created an object without new, you can use the finalize method to perform cleanup processing (destroying remaining objects). The cleanup processing is the process to free up all the resources, network which was previously used and no longer needed. It is essential to remember that it is not a reserved keyword, finalize method is present in the object class hence it is available in every class as object class is the superclass of every class in java. Here, we must note that neither finalization nor garbage collection is guaranteed. Consider the following example.   1. **public** **class** FinalizeTest { 2. **int** j=12; 3. **void** add() 4. { 5. j=j+12; 6. System.out.println("J="+j); 7. } 8. **public** **void** finalize() 9. { 10. System.out.println("Object is garbage collected"); 11. } 12. **public** **static** **void** main(String[] args) { 13. **new** FinalizeTest().add(); 14. System.gc(); 15. **new** FinalizeTest().add(); 16. } 17. }   184) Can an unreferenced object be referenced again?  Yes,  185) What kind of thread is the Garbage collector thread?  Daemon thread.  186) What is the difference between final, finally and finalize?   |  |  |  |  | | --- | --- | --- | --- | | **No.** | **final** | **finally** | **finalize** | | 1) | Final is used to apply restrictions on class, method, and variable. The final class can't be inherited, final method can't be overridden, and final variable value can't be changed. | Finally is used to place important code, it will be executed whether an exception is handled or not. | Finalize is used to perform clean up processing just before an object is garbage collected. | | 2) | Final is a keyword. | Finally is a block. | Finalize is a method. |   187) What is the purpose of the Runtime class?  Java Runtime class is used to interact with a java runtime environment. Java Runtime class provides methods to execute a process, invoke GC, get total and free memory, etc. There is only one instance of java.lang.Runtime class is available for one java application. The Runtime.getRuntime() method returns the singleton instance of Runtime class.  188) How will you invoke any external process in Java?  By Runtime.getRuntime().exec(?) method. Consider the following example.   1. **public** **class** Runtime1{ 2. **public** **static** **void** main(String args[])**throws** Exception{ 3. Runtime.getRuntime().exec("notepad");//will open a new notepad 4. } 5. }   I/O Interview Questions  189) Give the hierarchy of InputStream and OutputStream classes.  **OutputStream Hierarchy**  Java output stream hierarchy  **InputStream Hierarchy**  Java input stream hierarchy  190) What do you understand by an IO stream?  The stream is a sequence of data that flows from source to destination. It is composed of bytes. In Java, three streams are created for us automatically.   * System.out: standard output stream * System.in: standard input stream * System.err: standard error stream   191) What is the difference between the Reader/Writer class hierarchy and the InputStream/OutputStream class hierarchy?  The Reader/Writer class hierarchy is character-oriented, and the InputStream/OutputStream class hierarchy is byte-oriented. The ByteStream classes are used to perform input-output of 8-bit bytes whereas the CharacterStream classes are used to perform the input/output for the 16-bit Unicode system. There are many classes in the ByteStream class hierarchy, but the most frequently used classes are FileInputStream and FileOutputStream. The most frequently used classes CharacterStream class hierarchy is FileReader and FileWriter.  192) What are the super most classes for all the streams?  All the stream classes can be divided into two types of classes that are ByteStream classes and CharacterStream Classes. The ByteStream classes are further divided into InputStream classes and OutputStream classes. CharacterStream classes are also divided into Reader classes and Writer classes. The SuperMost classes for all the InputStream classes is java.io.InputStream and for all the output stream classes is java.io.OutPutStream. Similarly, for all the reader classes, the super-most class is java.io.Reader, and for all the writer classes, it is java.io.Writer.  193) What are the FileInputStream and FileOutputStream?  **Java FileOutputStream** is an output stream used for writing data to a file. If you have some primitive values to write into a file, use FileOutputStream class. You can write byte-oriented as well as character-oriented data through the FileOutputStream class. However, for character-oriented data, it is preferred to use FileWriter than FileOutputStream. Consider the following example of writing a byte into a file.   1. **import** java.io.FileOutputStream; 2. **public** **class** FileOutputStreamExample { 3. **public** **static** **void** main(String args[]){ 4. **try**{ 5. FileOutputStream fout=**new** FileOutputStream("D:\\testout.txt"); 6. fout.write(65); 7. fout.close(); 8. System.out.println("success..."); 9. }**catch**(Exception e){System.out.println(e);} 10. } 11. }   **Java FileInputStream class** obtains input bytes from a file. It is used for reading byte-oriented data (streams of raw bytes) such as image data, audio, video, etc. You can also read character-stream data. However, for reading streams of characters, it is recommended to use FileReader class. Consider the following example for reading bytes from a file.   1. **import** java.io.FileInputStream; 2. **public** **class** DataStreamExample { 3. **public** **static** **void** main(String args[]){ 4. **try**{ 5. FileInputStream fin=**new** FileInputStream("D:\\testout.txt"); 6. **int** i=fin.read(); 7. System.out.print((**char**)i); 9. fin.close(); 10. }**catch**(Exception e){System.out.println(e);} 11. } 12. }   194) What is the purpose of using BufferedInputStream and BufferedOutputStream classes?  Java BufferedOutputStream class is used for buffering an output stream. It internally uses a buffer to store data. It adds more efficiency than to write data directly into a stream. So, it makes the performance fast. Whereas, Java BufferedInputStream class is used to read information from the stream. It internally uses the buffer mechanism to make the performance fast.  195) How to set the Permissions to a file in Java?  In Java, FilePermission class is used to alter the permissions set on a file. Java FilePermission class contains the permission related to a directory or file. All the permissions are related to the path. The path can be of two types:   * D:\\IO\\-: It indicates that the permission is associated with all subdirectories and files recursively. * D:\\IO\\\*: It indicates that the permission is associated with all directory and files within this directory excluding subdirectories.   Let's see the simple example in which permission of a directory path is granted with read permission and a file of this directory is granted for write permission.   1. **package** com.javatpoint; 2. **import** java.io.\*; 3. **import** java.security.PermissionCollection; 4. **public** **class** FilePermissionExample{ 5. **public** **static** **void** main(String[] args) **throws** IOException { 6. String srg = "D:\\IO Package\\java.txt"; 7. FilePermission file1 = **new** FilePermission("D:\\IO Package\\-", "read"); 8. PermissionCollection permission = file1.newPermissionCollection(); 9. permission.add(file1); 10. FilePermission file2 = **new** FilePermission(srg, "write"); 11. permission.add(file2); 12. **if**(permission.implies(**new** FilePermission(srg, "read,write"))) { 13. System.out.println("Read, Write permission is granted for the path "+srg ); 14. }**else** { 15. System.out.println("No Read, Write permission is granted for the path "+srg);            } 16. } 17. }   Output  Read, Write permission is granted for the path D:\IO Package\java.txt  196) What are FilterStreams?  **FilterStream classes** are used to add additional functionalities to the other stream classes. FilterStream classes act like an interface which read the data from a stream, filters it, and pass the filtered data to the caller. The FilterStream classes provide extra functionalities like adding line numbers to the destination file, etc.  197) What is an I/O filter?  An I/O filter is an object that reads from one stream and writes to another, usually altering the data in some way as it is passed from one stream to another. Many Filter classes that allow a user to make a chain using multiple input streams. It generates a combined effect on several filters.  198) In Java, How many ways you can take input from the console?  In Java, there are three ways by using which, we can take input from the console.   * **Using BufferedReader class:** we can take input from the console by wrapping System.in into an InputStreamReader and passing it into the BufferedReader. It provides an efficient reading as the input gets buffered. Consider the following example.   1. **import** java.io.BufferedReader;   2. **import** java.io.IOException;   3. **import** java.io.InputStreamReader;   4. **public** **class** Person   5. {   6. **public** **static** **void** main(String[] args) **throws** IOException   7. {   8. System.out.println("Enter the name of the person");   9. BufferedReader reader = **new** BufferedReader(**new** InputStreamReader(System.in));   10. String name = reader.readLine();   11. System.out.println(name);   12. }   13. } * **Using Scanner class:** The Java Scanner class breaks the input into tokens using a delimiter that is whitespace by default. It provides many methods to read and parse various primitive values. Java Scanner class is widely used to parse text for string and primitive types using a regular expression. Java Scanner class extends Object class and implements Iterator and Closeable interfaces. Consider the following example.   1. **import** java.util.\*;   2. **public** **class** ScannerClassExample2 {   3. **public** **static** **void** main(String args[]){   4. String str = "Hello/This is JavaTpoint/My name is Abhishek.";   5. //Create scanner with the specified String Object   6. Scanner scanner = **new** Scanner(str);   7. System.out.println("Boolean Result: "+scanner.hasNextBoolean());   8. //Change the delimiter of this scanner   9. scanner.useDelimiter("/");   10. //Printing the tokenized Strings   11. System.out.println("---Tokenizes String---");   12. **while**(scanner.hasNext()){   13. System.out.println(scanner.next());   14. }   15. //Display the new delimiter   16. System.out.println("Delimiter used: " +scanner.delimiter());   17. scanner.close();   18. }   19. } * **Using Console class:** The Java Console class is used to get input from the console. It provides methods to read texts and passwords. If you read the password using the Console class, it will not be displayed to the user. The java.io.Console class is attached to the system console internally. The Console class is introduced since 1.5. Consider the following example.   1. **import** java.io.Console;   2. **class** ReadStringTest{   3. **public** **static** **void** main(String args[]){   4. Console c=System.console();   5. System.out.println("Enter your name: ");   6. String n=c.readLine();   7. System.out.println("Welcome "+n);   8. }   9. }   Serialization Interview Questions  199) What is serialization?  Serialization in Java is a mechanism of writing the state of an object into a byte stream. It is used primarily in Hibernate, RMI, JPA, EJB and JMS technologies. It is mainly used to travel object's state on the network (which is known as marshaling). Serializable interface is used to perform serialization. It is helpful when you require to save the state of a program to storage such as the file. At a later point of time, the content of this file can be restored using deserialization. It is also required to implement RMI(Remote Method Invocation). With the help of RMI, it is possible to invoke the method of a Java object on one machine to another machine.  java serialization [More details.](https://www.javatpoint.com/serialization)  200) How can you make a class serializable in Java?  A class can become serializable by implementing the Serializable interface.  201) How can you avoid serialization in child class if the base class is implementing the Serializable interface?  It is very tricky to prevent serialization of child class if the base class is intended to implement the Serializable interface. However, we cannot do it directly, but the serialization can be avoided by implementing the writeObject() or readObject() methods in the subclass and throw NotSerializableException from these methods. Consider the following example.   1. **import** java.io.FileInputStream; 2. **import** java.io.FileOutputStream; 3. **import** java.io.IOException; 4. **import** java.io.NotSerializableException; 5. **import** java.io.ObjectInputStream; 6. **import** java.io.ObjectOutputStream; 7. **import** java.io.Serializable; 8. **class** Person **implements** Serializable 9. { 10. String name = " "; 11. **public** Person(String name) 12. { 13. **this**.name = name; 14. } 15. } 16. **class** Employee **extends** Person 17. { 18. **float** salary; 19. **public** Employee(String name, **float** salary) 20. { 21. **super**(name); 22. **this**.salary = salary; 23. } 24. **private** **void** writeObject(ObjectOutputStream out) **throws** IOException 25. { 26. **throw** **new** NotSerializableException(); 27. } 28. **private** **void** readObject(ObjectInputStream in) **throws** IOException 29. { 30. **throw** **new** NotSerializableException(); 31. } 33. } 34. **public** **class** Test 35. { 36. **public** **static** **void** main(String[] args) 37. **throws** Exception 38. { 39. Employee emp = **new** Employee("Sharma", 10000); 41. System.out.println("name = " + emp.name); 42. System.out.println("salary = " + emp.salary); 44. FileOutputStream fos = **new** FileOutputStream("abc.ser"); 45. ObjectOutputStream oos = **new** ObjectOutputStream(fos); 47. oos.writeObject(emp); 49. oos.close(); 50. fos.close(); 52. System.out.println("Object has been serialized"); 54. FileInputStream f = **new** FileInputStream("ab.txt"); 55. ObjectInputStream o = **new** ObjectInputStream(f); 57. Employee emp1 = (Employee)o.readObject(); 59. o.close(); 60. f.close(); 62. System.out.println("Object has been deserialized"); 64. System.out.println("name = " + emp1.name); 65. System.out.println("salary = " + emp1.salary); 66. } 67. }   202) Can a Serialized object be transferred via network?  Yes, we can transfer a serialized object via network because the serialized object is stored in the memory in the form of bytes and can be transmitted over the network. We can also write the serialized object to the disk or the database.  203) What is Deserialization?  Deserialization is the process of reconstructing the object from the serialized state. It is the reverse operation of serialization. An ObjectInputStream deserializes objects and primitive data written using an ObjectOutputStream.   1. **import** java.io.\*; 2. **class** Depersist{ 3. **public** **static** **void** main(String args[])**throws** Exception{ 5. ObjectInputStream in=**new** ObjectInputStream(**new** FileInputStream("f.txt")); 6. Student s=(Student)in.readObject(); 7. System.out.println(s.id+" "+s.name); 9. in.close(); 10. } 11. }   211 ravi  204) What is the transient keyword?  If you define any data member as transient, it will not be serialized. By determining transient keyword, the value of variable need not persist when it is restored. [More details.](https://www.javatpoint.com/serialization)  205) What is Externalizable?  The Externalizable interface is used to write the state of an object into a byte stream in a compressed format. It is not a marker interface.  206) What is the difference between Serializable and Externalizable interface?   |  |  |  | | --- | --- | --- | | **No.** | **Serializable** | **Externalizable** | | 1) | The Serializable interface does not have any method, i.e., it is a marker interface. | The Externalizable interface contains is not a marker interface, It contains two methods, i.e., writeExternal() and readExternal(). | | 2) | It is used to "mark" Java classes so that objects of these classes may get the certain capability. | The Externalizable interface provides control of the serialization logic to the programmer. | | 3) | It is easy to implement but has the higher performance cost. | It is used to perform the serialization and often result in better performance. | | 4) | No class constructor is called in serialization. | We must call a public default constructor while using this interface. |   .  Networking Interview Questions  207) Give a brief description of Java socket programming?  Java Socket programming is used for communication between the applications running on different JRE. Java Socket programming can be connection-oriented or connectionless. Socket and ServerSocket classes are used for connection-oriented socket programming and DatagramSocket, and DatagramPacket classes are used for connectionless socket programming. The client in socket programming must know two information:   * IP address of the server * port number   208) What is Socket?  A socket is simply an endpoint for communications between the machines. It provides the connection mechanism to connect the two computers using TCP. The Socket class can be used to create a socket.  209) What are the steps that are followed when two computers connect through TCP?  There are the following steps that are performed when two computers connect through TCP.   * The ServerSocket object is instantiated by the server which denotes the port number to which, the connection will be made. * After instantiating the ServerSocket object, the server invokes accept() method of ServerSocket class which makes server wait until the client attempts to connect to the server on the given port. * Meanwhile, the server is waiting, a socket is created by the client by instantiating Socket class. The socket class constructor accepts the server port number and server name. * The Socket class constructor attempts to connect with the server on the specified name. If the connection is established, the client will have a socket object that can communicate with the server. * The accept() method invoked by the server returns a reference to the new socket on the server that is connected with the server.   210) Write a program in Java to establish a connection between client and server?  Consider the following program where the connection between the client and server is established.  *File: MyServer.java*   1. **import** java.io.\*; 2. **import** java.net.\*; 3. **public** **class** MyServer { 4. **public** **static** **void** main(String[] args){ 5. **try**{ 6. ServerSocket ss=**new** ServerSocket(6666); 7. Socket s=ss.accept();//establishes connection 8. DataInputStream dis=**new** DataInputStream(s.getInputStream()); 9. String  str=(String)dis.readUTF(); 10. System.out.println("message= "+str); 11. ss.close(); 12. }**catch**(Exception e){System.out.println(e);} 13. } 14. }   *File: MyClient.java*   1. **import** java.io.\*; 2. **import** java.net.\*; 3. **public** **class** MyClient { 4. **public** **static** **void** main(String[] args) { 5. **try**{ 6. Socket s=**new** Socket("localhost",6666); 7. DataOutputStream dout=**new** DataOutputStream(s.getOutputStream()); 8. dout.writeUTF("Hello Server"); 9. dout.flush(); 10. dout.close(); 11. s.close(); 12. }**catch**(Exception e){System.out.println(e);} 13. } 14. }   211) How do I convert a numeric IP address like 192.18.97.39 into a hostname like java.sun.com?  By InetAddress.getByName("192.18.97.39").getHostName() where 192.18.97.39 is the IP address. Consider the following example.   1. **import** java.io.\*; 2. **import** java.net.\*; 3. **public** **class** InetDemo{ 4. **public** **static** **void** main(String[] args){ 5. **try**{ 6. InetAddress ip=InetAddress.getByName("195.201.10.8"); 8. System.out.println("Host Name: "+ip.getHostName()); 9. }**catch**(Exception e){System.out.println(e);} 10. } 11. }   Reflection Interview Questions  212) What is the reflection?  Reflection is the process of examining or modifying the runtime behavior of a class at runtime. The java.lang.Class class provides various methods that can be used to get metadata, examine and change the runtime behavior of a class. The java.lang and java.lang.reflect packages provide classes for java reflection. It is used in:   * IDE (Integrated Development Environment), e.g., Eclipse, MyEclipse, NetBeans. * Debugger * Test Tools, etc.   213) What is the purpose of using java.lang.Class class?  The java.lang.Class class performs mainly two tasks:   * Provides methods to get the metadata of a class at runtime. * Provides methods to examine and change the runtime behavior of a class.   214) What are the ways to instantiate the Class class?  There are three ways to instantiate the Class class.   * **forName() method of Class class:** The forName() method is used to load the class dynamically. It returns the instance of Class class. It should be used if you know the fully qualified name of the class. This cannot be used for primitive types. * **getClass() method of Object class:** It returns the instance of Class class. It should be used if you know the type. Moreover, it can be used with primitives. * **the .class syntax:** If a type is available, but there is no instance then it is possible to obtain a Class by appending ".class" to the name of the type. It can be used for primitive data type also.   215) What is the output of the following Java program?   1. **class** Simple{ 2. **public** Simple() 3. { 4. System.out.println("Constructor of Simple class is invoked"); 5. } 6. **void** message(){System.out.println("Hello Java");} 7. } 9. **class** Test1{ 10. **public** **static** **void** main(String args[]){ 11. **try**{ 12. Class c=Class.forName("Simple"); 13. Simple s=(Simple)c.newInstance(); 14. s.message(); 15. }**catch**(Exception e){System.out.println(e);} 16. } 17. }   **Output**  Constructor of Simple class is invoked  Hello Java  **Explanation**  The newInstance() method of the Class class is used to invoke the constructor at runtime. In this program, the instance of the Simple class is created.  216) What is the purpose of using javap?  The javap command disassembles a class file. The javap command displays information about the fields, constructors and methods present in a class file.  **Syntax**  javap fully\_class\_name  217) Can you access the private method from outside the class?  Yes, by changing the runtime behavior of a class if the class is not secured.  [More details.](https://www.javatpoint.com/reflection6)  Miscellaneous Interview Questions  218)What are wrapper classes?  Wrapper classes are classes that allow primitive types to be accessed as objects. In other words, we can say that wrapper classes are built-in java classes which allow the conversion of objects to primitives and primitives to objects. The process of converting primitives to objects is called autoboxing, and the process of converting objects to primitives is called unboxing. There are eight wrapper classes present in **java.lang** package is given below.   |  |  | | --- | --- | | **Primitive Type** | **Wrapper class** | | boolean | Boolean | | char | Character | | byte | Byte | | short | Short | | int | Integer | | long | Long | | float | Float | | double | Double |   219)What are autoboxing and unboxing? When does it occur?  The autoboxing is the process of converting primitive data type to the corresponding wrapper class object, eg., int to Integer. The unboxing is the process of converting wrapper class object to primitive data type. For eg., integer to int. Unboxing and autoboxing occur automatically in Java. However, we can externally convert one into another by using the methods like valueOf() or xxxValue().  It can occur whenever a wrapper class object is expected, and primitive data type is provided or vice versa.   * Adding primitive types into Collection like ArrayList in Java. * Creating an instance of parameterized classes ,e.g., ThreadLocal which expect Type. * Java automatically converts primitive to object whenever one is required and another is provided in the method calling. * When a primitive type is assigned to an object type.   220) What is the output of the below Java program?   1. **public** **class** Test1 2. { 3. **public** **static** **void** main(String[] args) { 4. Integer i = **new** Integer(201); 5. Integer j = **new** Integer(201); 6. **if**(i == j) 7. { 8. System.out.println("hello"); 9. } 10. **else** 11. { 12. System.out.println("bye"); 13. } 14. } 15. }   **Output**  bye  **Explanation**  The Integer class caches integer values from -127 to 127. Therefore, the Integer objects can only be created in the range -128 to 127. The operator **==** will not work for the value greater than 127; thus **bye** is printed.  221) What is object cloning?  The object cloning is a way to create an exact copy of an object. The clone() method of the Object class is used to clone an object. The java.lang.Cloneable interface must be implemented by the class whose object clone we want to create. If we don't implement Cloneable interface, clone() method generates CloneNotSupportedException. The clone() method is defined in the Object class. The syntax of the clone() method is as follows:  **protected Object clone() throws CloneNotSupportedException**  222) What are the advantages and disadvantages of object cloning?  **Advantage of Object Cloning**   * You don't need to write lengthy and repetitive codes. Just use an abstract class with a 4- or 5-line long clone() method. * It is the easiest and most efficient way of copying objects, especially if we are applying it to an already developed or an old project. Just define a parent class, implement Cloneable in it, provide the definition of the clone() method and the task will be done. * Clone() is the fastest way to copy the array.   **Disadvantage of Object Cloning**   * To use the Object.clone() method, we have to change many syntaxes to our code, like implementing a Cloneable interface, defining the clone() method and handling CloneNotSupportedException, and finally, calling Object.clone(), etc. * We have to implement the Cloneable interface while it does not have any methods in it. We have to use it to tell the JVM that we can perform a clone() on our object. * Object.clone() is protected, so we have to provide our own clone() and indirectly call Object.clone() from it. * Object.clone() does not invoke any constructor, so we do not have any control over object construction. * If you want to write a clone method in a child class, then all of its superclasses should define the clone() method in them or inherit it from another parent class. Otherwise, the super.clone() chain will fail. * Object.clone() supports only shallow copying, but we will need to override it if we need deep cloning.   223) What is a native method?  A native method is a method that is implemented in a language other than Java. Natives methods are sometimes also referred to as foreign methods.  224) What is the purpose of the strictfp keyword?  Java strictfp keyword ensures that you will get the same result on every platform if you perform operations in the floating-point variable. The precision may differ from platform to platform that is why java programming language has provided the strictfp keyword so that you get the same result on every platform. So, now you have better control over the floating-point arithmetic.  225) What is the purpose of the System class?  The purpose of the System class is to provide access to system resources such as standard input and output. It cannot be instantiated. Facilities provided by System class are given below.   * Standard input * Error output streams * Standard output * utility method to copy the portion of an array * utilities to load files and libraries   There are the three fields of Java System class, i.e., static printstream err, static inputstream in, and standard output stream.  226) What comes to mind when someone mentions a shallow copy in Java?  Object cloning.  227) What is a singleton class?  Singleton class is the class which can not be instantiated more than once. To make a class singleton, we either make its constructor private or use the static getInstance method. Consider the following example.   1. **class** Singleton{ 2. **private** **static** Singleton single\_instance = **null**; 3. **int** i; 4. **private** Singleton () 5. { 6. i=90; 7. } 8. **public** **static** Singleton getInstance() 9. { 10. **if**(single\_instance == **null**) 11. { 12. single\_instance = **new** Singleton(); 13. } 14. **return** single\_instance; 15. } 16. } 17. **public** **class** Main 18. { 19. **public** **static** **void** main (String args[]) 20. { 21. Singleton first = Singleton.getInstance(); 22. System.out.println("First instance integer value:"+first.i); 23. first.i=first.i+90; 24. Singleton second = Singleton.getInstance(); 25. System.out.println("Second instance integer value:"+second.i); 26. } 27. }   228) Write a Java program that prints all the values given at command-line.  **Program**   1. **class** A{ 2. **public** **static** **void** main(String args[]){ 4. **for**(**int** i=0;i<args.length;i++) 5. System.out.println(args[i]); 7. } 8. } 9. compile by > javac A.java 10. run by > java A sonoo jaiswal 1 3 abc   **Output**  sonoo  jaiswal  1  3  abc  229) Which containers use a border layout as their default layout?  The Window, Frame and Dialog classes use a border layout as their default layout.  230) Which containers use a FlowLayout as their default layout?  The Panel and Applet classes use the FlowLayout as their default layout.  231) What are peerless components?  The lightweight component of Swing is called peerless components. Spring has its libraries, so it does not use resources from the Operating System, and hence it has lightweight components.  232) is there is any difference between a Scrollbar and a ScrollPane?  The Scrollbar is a Component whereas the ScrollPane is a Container. A ScrollPane handles its events and performs its scrolling.  233) What is a lightweight component?  Lightweight components are the one which does not go with the native call to obtain the graphical units. They share their parent component graphical units to render them. For example, Swing components, and JavaFX Components.  234) What is a heavyweight component?  The portable elements provided by the operating system are called heavyweight components. AWT is limited to the graphical classes provided by the operating system and therefore, It implements only the minimal subset of screen elements supported by all platforms. The Operating system dependent UI discovery tools are called heavyweight components.  235) What is an applet?  An applet is a small java program that runs inside the browser and generates dynamic content. It is embedded in the webpage and runs on the client side. It is secured and takes less response time. It can be executed by browsers running under many platforms, including Linux, Windows, Mac Os, etc. However, the plugins are required at the client browser to execute the applet. The following image shows the architecture of Applet.  hierarchy of applet  When an applet is created, the following methods are invoked in order.   * init() * start() * paint()   When an applet is destroyed, the following functions are invoked in order.   * stop() * destroy()   236) Can you write a Java class that could be used both as an applet as well as an application?  Yes. Add a main() method to the applet.  Internationalization Interview Questions  237) What is Locale?  A Locale object represents a specific geographical, political, or cultural region. This object can be used to get the locale-specific information such as country name, language, variant, etc.   1. **import** java.util.\*; 2. **public** **class** LocaleExample { 3. **public** **static** **void** main(String[] args) { 4. Locale locale=Locale.getDefault(); 5. //Locale locale=new Locale("fr","fr");//for the specific locale 7. System.out.println(locale.getDisplayCountry()); 8. System.out.println(locale.getDisplayLanguage()); 9. System.out.println(locale.getDisplayName()); 10. System.out.println(locale.getISO3Country()); 11. System.out.println(locale.getISO3Language()); 12. System.out.println(locale.getLanguage()); 13. System.out.println(locale.getCountry()); 15. } 16. }   **Output:**  United States  English  English (United States)  USA  eng  en  US  238)How will you load a specific locale?  By ResourceBundle.getBundle(?) method.  Java Bean Interview Questions  239) What is a JavaBean?  JavaBean is a reusable software component written in the Java programming language, designed to be manipulated visually by a software development environment, like JBuilder or VisualAge for Java. t. A JavaBean encapsulates many objects into one object so that we can access this object from multiple places. Moreover, it provides the easy maintenance. Consider the following example to create a JavaBean class.   1. //Employee.java 2. **package** mypack; 3. **public** **class** Employee **implements** java.io.Serializable{ 4. **private** **int** id; 5. **private** String name; 6. **public** Employee(){} 7. **public** **void** setId(**int** id){**this**.id=id;} 8. **public** **int** getId(){**return** id;} 9. **public** **void** setName(String name){**this**.name=name;} 10. **public** String getName(){**return** name;} 11. }   240) What is the purpose of using the Java bean?  According to Java white paper, it is a reusable software component. A bean encapsulates many objects into one object so that we can access this object from multiple places. Moreover, it provides the easy maintenance.  241) What do you understand by the bean persistent property?  The persistence property of Java bean comes into the act when the properties, fields, and state information are saved to or retrieve from the storage.  RMI Interview Questions  242) What is RMI?  The RMI (Remote Method Invocation) is an API that provides a mechanism to create the distributed application in java. The RMI allows an object to invoke methods on an object running in another JVM. The RMI provides remote communication between the applications using two objects stub and skeleton.  243) What is the purpose of stub and skeleton?  **Stub**  The stub is an object, acts as a gateway for the client side. All the outgoing requests are routed through it. It resides at the client side and represents the remote object. When the caller invokes the method on the stub object, it does the following tasks:   * It initiates a connection with remote Virtual Machine (JVM). * It writes and transmits (marshals) the parameters to the remote Virtual Machine (JVM). * It waits for the result. * It reads (unmarshals) the return value or exception. * It finally, returns the value to the caller.   **Skeleton**  The skeleton is an object, acts as a gateway for the server side object. All the incoming requests are routed through it. When the skeleton receives the incoming request, it does the following tasks:   * It reads the parameter for the remote method. * It invokes the method on the actual remote object. * It writes and transmits (marshals) the result to the caller.   244) What are the steps involved to write RMI based programs?  There are 6 steps which are performed to write RMI based programs.   * Create the remote interface. * Provide the implementation of the remote interface. * Compile the implementation class and create the stub and skeleton objects using the rmic tool. * Start the registry service by the rmiregistry tool. * Create and start the remote application. * Create and start the client application.   245) What is the use of HTTP-tunneling in RMI?  HTTP tunneling can be defined as the method which doesn't need any setup to work within the firewall environment. It handles the HTTP connections through the proxy servers. However, it does not allow outbound TCP connections.  246) What is JRMP?  JRMP (Java Remote Method Protocol) can be defined as the Java-specific, stream-based protocol which looks up and refers to the remote objects. It requires both client and server to use Java objects. It is wire level protocol which runs under RMI and over TCP/IP.  247) Can RMI and CORBA based applications interact?  Yes, they can. RMI is available with IIOP as the transport protocol instead of JRMP.  Core Java: Data Structure interview questions  248) How to perform Bubble Sort in Java?  Consider the following program to perform Bubble sort in Java.   1. **public** **class** BubbleSort { 2. **public** **static** **void** main(String[] args) { 3. **int**[] a = {10, 9, 7, 101, 23, 44, 12, 78, 34, 23}; 4. **for**(**int** i=0;i<10;i++) 5. { 6. **for** (**int** j=0;j<10;j++) 7. { 8. **if**(a[i]<a[j]) 9. { 10. **int** temp = a[i]; 11. a[i]=a[j]; 12. a[j] = temp; 13. } 14. } 15. } 16. System.out.println("Printing Sorted List ..."); 17. **for**(**int** i=0;i<10;i++) 18. { 19. System.out.println(a[i]); 20. } 21. } 22. }   **Output:**  Printing Sorted List . . .  7  9  10  12  23  34  34  44  78  101  249) How to perform Binary Search in Java?  Consider the following program to perform the binary search in Java.   1. **import** java.util.\*; 2. **public** **class** BinarySearch { 3. **public** **static** **void** main(String[] args) { 4. **int**[] arr = {16, 19, 20, 23, 45, 56, 78, 90, 96, 100}; 5. **int** item, location = -1; 6. System.out.println("Enter the item which you want to search"); 7. Scanner sc = **new** Scanner(System.in); 8. item = sc.nextInt(); 9. location = binarySearch(arr,0,9,item); 10. **if**(location != -1) 11. System.out.println("the location of the item is "+location); 12. **else** 13. System.out.println("Item not found"); 14. } 15. **public** **static** **int** binarySearch(**int**[] a, **int** beg, **int** end, **int** item) 16. { 17. **int** mid; 18. **if**(end >= beg) 19. { 20. mid = (beg + end)/2; 21. **if**(a[mid] == item) 22. { 23. **return** mid+1; 24. } 25. **else** **if**(a[mid] < item) 26. { 27. **return** binarySearch(a,mid+1,end,item); 28. } 29. **else** 30. { 31. **return** binarySearch(a,beg,mid-1,item); 32. } 33. } 34. **return** -1; 35. } 36. }   **Output:**  Enter the item which you want to search  45  the location of the item is 5  250) How to perform Selection Sort in Java?  Consider the following program to perform selection sort in Java.   1. **public** **class** SelectionSort { 2. **public** **static** **void** main(String[] args) { 3. **int**[] a = {10, 9, 7, 101, 23, 44, 12, 78, 34, 23}; 4. **int** i,j,k,pos,temp; 5. **for**(i=0;i<10;i++) 6. { 7. pos = smallest(a,10,i); 8. temp = a[i]; 9. a[i]=a[pos]; 10. a[pos] = temp; 11. } 12. System.out.println("\nprinting sorted elements...\n"); 13. **for**(i=0;i<10;i++) 14. { 15. System.out.println(a[i]); 16. } 17. } 18. **public** **static** **int** smallest(**int** a[], **int** n, **int** i) 19. { 20. **int** small,pos,j; 21. small = a[i]; 22. pos = i; 23. **for**(j=i+1;j<10;j++) 24. { 25. **if**(a[j]<small) 26. { 27. small = a[j]; 28. pos=j; 29. } 30. } 31. **return** pos; 32. } 33. }   **Output:**  printing sorted elements...  7  9  10  12  23  23  34  44  78  101  251) How to perform Linear Search in Java?  Consider the following program to perform Linear search in Java.   1. **import** java.util.Scanner; 3. **public** **class** Leniear\_Search { 4. **public** **static** **void** main(String[] args) { 5. **int**[] arr = {10, 23, 15, 8, 4, 3, 25, 30, 34, 2, 19}; 6. **int** item,flag=0; 7. Scanner sc = **new** Scanner(System.in); 8. System.out.println("Enter Item ?"); 9. item = sc.nextInt(); 10. **for**(**int** i = 0; i<10; i++) 11. { 12. **if**(arr[i]==item) 13. { 14. flag = i+1; 15. **break**; 16. } 17. **else** 18. flag = 0; 19. } 20. **if**(flag != 0) 21. { 22. System.out.println("Item found at location" + flag); 23. } 24. **else** 25. System.out.println("Item not found"); 27. } 28. }   **Output:**  Enter Item ?  23  Item found at location 2  Enter Item ?  22  Item not found  252) How to perform merge sort in Java?  Consider the following program to perform merge sort in Java.   1. **public** **class** MyMergeSort 2. { 3. **void** merge(**int** arr[], **int** beg, **int** mid, **int** end) 4. { 6. **int** l = mid - beg + 1; 7. **int** r = end - mid; 9. intLeftArray[] = **new** **int** [l]; 10. intRightArray[] = **new** **int** [r]; 12. **for** (**int** i=0; i<l; ++i) 13. LeftArray[i] = arr[beg + i]; 15. **for** (**int** j=0; j<r; ++j) 16. RightArray[j] = arr[mid + 1+ j];  19. **int** i = 0, j = 0; 20. **int** k = beg; 21. **while** (i<l&&j<r) 22. { 23. **if** (LeftArray[i] <= RightArray[j]) 24. { 25. arr[k] = LeftArray[i]; 26. i++; 27. } 28. **else** 29. { 30. arr[k] = RightArray[j]; 31. j++; 32. } 33. k++; 34. } 35. **while** (i<l) 36. { 37. arr[k] = LeftArray[i]; 38. i++; 39. k++; 40. } 42. **while** (j<r) 43. { 44. arr[k] = RightArray[j]; 45. j++; 46. k++; 47. } 48. } 50. **void** sort(**int** arr[], **int** beg, **int** end) 51. { 52. **if** (beg<end) 53. { 54. **int** mid = (beg+end)/2; 55. sort(arr, beg, mid); 56. sort(arr , mid+1, end); 57. merge(arr, beg, mid, end); 58. } 59. } 60. **public** **static** **void** main(String args[]) 61. { 62. intarr[] = {90,23,101,45,65,23,67,89,34,23}; 63. MyMergeSort ob = **new** MyMergeSort(); 64. ob.sort(arr, 0, arr.length-1); 66. System.out.println("\nSorted array"); 67. **for**(**int** i =0; i<arr.length;i++) 68. { 69. System.out.println(arr[i]+""); 70. } 71. } 72. }   **Output:**  Sorted array  23  23  23  34  45  65  67  89  90  101  253) How to perform quicksort in Java?  Consider the following program to perform quicksort in Java.   1. **public** **class** QuickSort { 2. **public** **static** **void** main(String[] args) { 3. **int** i; 4. **int**[] arr={90,23,101,45,65,23,67,89,34,23}; 5. quickSort(arr, 0, 9); 6. System.out.println("\n The sorted array is: \n"); 7. **for**(i=0;i<10;i++) 8. System.out.println(arr[i]); 9. } 10. **public** **static** **int** partition(**int** a[], **int** beg, **int** end) 11. { 13. **int** left, right, temp, loc, flag; 14. loc = left = beg; 15. right = end; 16. flag = 0; 17. **while**(flag != 1) 18. { 19. **while**((a[loc] <= a[right]) && (loc!=right)) 20. right--; 21. **if**(loc==right) 22. flag =1; 23. elseif(a[loc]>a[right]) 24. { 25. temp = a[loc]; 26. a[loc] = a[right]; 27. a[right] = temp; 28. loc = right; 29. } 30. **if**(flag!=1) 31. { 32. **while**((a[loc] >= a[left]) && (loc!=left)) 33. left++; 34. **if**(loc==left) 35. flag =1; 36. elseif(a[loc] <a[left]) 37. { 38. temp = a[loc]; 39. a[loc] = a[left]; 40. a[left] = temp; 41. loc = left; 42. } 43. } 44. } 45. returnloc; 46. } 47. **static** **void** quickSort(**int** a[], **int** beg, **int** end) 48. { 50. **int** loc; 51. **if**(beg<end) 52. { 53. loc = partition(a, beg, end); 54. quickSort(a, beg, loc-1); 55. quickSort(a, loc+1, end); 56. } 57. } 58. }   **Output:**  The sorted array is:  23  23  23  34  45  65  67  89  90  101  254) Write a program in Java to create a doubly linked list containing n nodes.  Consider the following program to create a doubly linked list containing n nodes.   1. **public** **class** CountList { 3. //Represent a node of the doubly linked list 5. **class** Node{ 6. **int** data; 7. Node previous; 8. Node next; 10. **public** Node(**int** data) { 11. **this**.data = data; 12. } 13. } 15. //Represent the head and tail of the doubly linked list 16. Node head, tail = **null**; 18. //addNode() will add a node to the list 19. **public** **void** addNode(**int** data) { 20. //Create a new node 21. Node newNode = **new** Node(data); 23. //If list is empty 24. **if**(head == **null**) { 25. //Both head and tail will point to newNode 26. head = tail = newNode; 27. //head's previous will point to null 28. head.previous = **null**; 29. //tail's next will point to null, as it is the last node of the list 30. tail.next = **null**; 31. } 32. **else** { 33. //newNode will be added after tail such that tail's next will point to newNode 34. tail.next = newNode; 35. //newNode's previous will point to tail 36. newNode.previous = tail; 37. //newNode will become new tail 38. tail = newNode; 39. //As it is last node, tail's next will point to null 40. tail.next = **null**; 41. } 42. } 44. //countNodes() will count the nodes present in the list 45. **public** **int** countNodes() { 46. **int** counter = 0; 47. //Node current will point to head 48. Node current = head; 50. **while**(current != **null**) { 51. //Increment the counter by 1 for each node 52. counter++; 53. current = current.next; 54. } 55. **return** counter; 56. } 58. //display() will print out the elements of the list 59. **public** **void** display() { 60. //Node current will point to head 61. Node current = head; 62. **if**(head == **null**) { 63. System.out.println("List is empty"); 64. **return**; 65. } 66. System.out.println("Nodes of doubly linked list: "); 67. **while**(current != **null**) { 68. //Prints each node by incrementing the pointer. 70. System.out.print(current.data + " "); 71. current = current.next; 72. } 73. } 75. **public** **static** **void** main(String[] args) { 77. CountList dList = **new** CountList(); 78. //Add nodes to the list 79. dList.addNode(1); 80. dList.addNode(2); 81. dList.addNode(3); 82. dList.addNode(4); 83. dList.addNode(5); 85. //Displays the nodes present in the list 86. dList.display(); 88. //Counts the nodes present in the given list 89. System.out.println("\nCount of nodes present in the list: " + dList.countNodes()); 90. } 91. }   **Output:**  Nodes of doubly linked list:  1 2 3 4 5  Count of nodes present in the list: 5  255) Write a program in Java to find the maximum and minimum value node from a circular linked list.  Consider the following program.   1. **public** **class** MinMax { 2. //Represents the node of list. 3. **public** **class** Node{ 4. **int** data; 5. Node next; 6. **public** Node(**int** data) { 7. **this**.data = data; 8. } 9. } 11. //Declaring head and tail pointer as null. 12. **public** Node head = **null**; 13. **public** Node tail = **null**; 15. //This function will add the new node at the end of the list. 16. **public** **void** add(**int** data){ 17. //Create new node 18. Node newNode = **new** Node(data); 19. //Checks if the list is empty. 20. **if**(head == **null**) { 21. //If list is empty, both head and tail would point to new node. 22. head = newNode; 23. tail = newNode; 24. newNode.next = head; 25. } 26. **else** { 27. //tail will point to new node. 28. tail.next = newNode; 29. //New node will become new tail. 30. tail = newNode; 31. //Since, it is circular linked list tail will points to head. 32. tail.next = head; 33. } 34. } 36. //Finds out the minimum value node in the list 37. **public** **void** minNode() { 38. Node current = head; 39. //Initializing min to initial node data 40. **int** min = head.data; 41. **if**(head == **null**) { 42. System.out.println("List is empty"); 43. } 44. **else** { 45. **do**{ 46. //If current node's data is smaller than min 47. //Then replace value of min with current node's data 48. **if**(min > current.data) { 49. min = current.data; 50. } 51. current= current.next; 52. }**while**(current != head); 54. System.out.println("Minimum value node in the list: "+ min); 55. } 56. } 58. //Finds out the maximum value node in the list 59. **public** **void** maxNode() { 60. Node current = head; 61. //Initializing max to initial node data 62. **int** max = head.data; 63. **if**(head == **null**) { 64. System.out.println("List is empty"); 65. } 66. **else** { 67. **do**{ 68. //If current node's data is greater than max 69. //Then replace value of max with current node's data 70. **if**(max < current.data) { 71. max = current.data; 72. } 73. current= current.next; 74. }**while**(current != head); 76. System.out.println("Maximum value node in the list: "+ max); 77. } 78. } 80. **public** **static** **void** main(String[] args) { 81. MinMax cl = **new** MinMax(); 82. //Adds data to the list 83. cl.add(5); 84. cl.add(20); 85. cl.add(10); 86. cl.add(1); 87. //Prints the minimum value node in the list 88. cl.minNode(); 89. //Prints the maximum value node in the list 90. cl.maxNode(); 91. } 92. }   **Output:**  Minimum value node in the list: 1  Maximum value node in the list: 20  256) Write a program in Java to calculate the difference between the sum of the odd level and even level nodes of a Binary Tree.  Consider the following program.   1. **import** java.util.LinkedList; 2. **import** java.util.Queue; 4. **public** **class** DiffOddEven { 6. //Represent a node of binary tree 7. **public** **static** **class** Node{ 8. **int** data; 9. Node left; 10. Node right; 12. **public** Node(**int** data){ 13. //Assign data to the new node, set left and right children to null 14. **this**.data = data; 15. **this**.left = **null**; 16. **this**.right = **null**; 17. } 18. } 20. //Represent the root of binary tree 21. **public** Node root; 23. **public** DiffOddEven(){ 24. root = **null**; 25. } 27. //difference() will calculate the difference between sum of odd and even levels of binary tree 28. **public** **int** difference() { 29. **int** oddLevel = 0, evenLevel = 0, diffOddEven = 0; 31. //Variable nodesInLevel keep tracks of number of nodes in each level 32. **int** nodesInLevel = 0; 34. //Variable currentLevel keep track of level in binary tree 35. **int** currentLevel = 0; 37. //Queue will be used to keep track of nodes of tree level-wise 38. Queue<Node> queue = **new** LinkedList<Node>(); 40. //Check if root is null 41. **if**(root == **null**) { 42. System.out.println("Tree is empty"); 43. **return** 0; 44. } 45. **else** { 46. //Add root node to queue as it represents the first level 47. queue.add(root); 48. currentLevel++; 50. **while**(queue.size() != 0) { 52. //Variable nodesInLevel will hold the size of queue i.e. number of elements in queue 53. nodesInLevel = queue.size(); 55. **while**(nodesInLevel > 0) { 56. Node current = queue.remove(); 58. //Checks if currentLevel is even or not. 59. **if**(currentLevel % 2 == 0) 60. //If level is even, add nodes's to variable evenLevel 61. evenLevel += current.data; 62. **else** 63. //If level is odd, add nodes's to variable oddLevel 64. oddLevel += current.data; 66. //Adds left child to queue 67. **if**(current.left != **null**) 68. queue.add(current.left); 69. //Adds right child to queue 70. **if**(current.right != **null**) 71. queue.add(current.right); 72. nodesInLevel--; 73. } 74. currentLevel++; 75. } 76. //Calculates difference between oddLevel and evenLevel 77. diffOddEven = Math.abs(oddLevel - evenLevel); 78. } 79. **return** diffOddEven; 80. } 82. **public** **static** **void** main (String[] args) { 84. DiffOddEven bt = **new** DiffOddEven(); 85. //Add nodes to the binary tree 86. bt.root = **new** Node(1); 87. bt.root.left = **new** Node(2); 88. bt.root.right = **new** Node(3); 89. bt.root.left.left = **new** Node(4); 90. bt.root.right.left = **new** Node(5); 91. bt.root.right.right = **new** Node(6); 93. //Display the difference between sum of odd level and even level nodes 94. System.out.println("Difference between sum of odd level and even level nodes: " + bt.difference()); 95. } 96. }   **Output:**  Difference between sum of odd level and even level nodes: 11  Next Topic[Java Multithreading interview Questions](https://www.javatpoint.com/java-multithreading-interview-questions)  [← prev](https://www.javatpoint.com/corejava-interview-questions)[next →](https://www.javatpoint.com/java-multithreading-interview-questions)  [**1**](https://www.javatpoint.com/corejava-interview-questions) [**2**](https://www.javatpoint.com/corejava-interview-questions-2) [**3**](https://www.javatpoint.com/java-multithreading-interview-questions) [**4**](https://www.javatpoint.com/java-collections-interview-questions) [**5**](https://www.javatpoint.com/jdbc-interview-questions)   |  |  | | --- | --- | | [Java Basics Interview Questions](https://www.javatpoint.com/corejava-interview-questions#corebasicsinterview) | [Java OOPs Interview Questions](https://www.javatpoint.com/corejava-interview-questions#oopsinterview) | | [Java Multithreading Interview Questions](https://www.javatpoint.com/java-multithreading-interview-questions) | [Java String & Exception Interview Questions](https://www.javatpoint.com/corejava-interview-questions-3) | | [Java Collection Interview Questions](https://www.javatpoint.com/java-collections-interview-questions) | [JDBC Interview Questions](https://www.javatpoint.com/jdbc-interview-questions) | | [Servlet Interview Questions](https://www.javatpoint.com/servletinterview) | [JSP Interview Questions](https://www.javatpoint.com/jspinterview) | | [Spring Interview Questions](https://www.javatpoint.com/spring-interview-questions) | [Hibernate Interview Questions](https://www.javatpoint.com/hibernate-interview-questions) | | [PL/SQL Interview Questions](https://www.javatpoint.com/pl-sql-interview-questions) | [SQL Interview Questions](https://www.javatpoint.com/sql-interview-questions) | | [Oracle Interview Questions](https://www.javatpoint.com/oracle-interview-questions) | [Android Interview Questions](https://www.javatpoint.com/android-interview-questions) | | [SQL Server Interview Questions](https://www.javatpoint.com/sql-server-interview-questions) | [MySQL Interview Questions](https://www.javatpoint.com/mysql-interview-questions) |     ADVERTISEMENT |
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[SPSS](https://www.javatpoint.com/spss)

[[![Swagger tutorial](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAAyCAMAAAAp4XiDAAAArlBMVEUAAABJoyv////N5cRQpjGbzIlps0/y+O/m8uKo05l1uV6Pxnu02qeDwGzB37VdrEBSqDZEnyP8/vva7NPH476fz4/j8d5ttVXQ6Mit1p+KxHd5vGNYqjxHoij0+vGx2KOl0pfU6s2i0JJksUtgr0Y4mRT4+/ft9urX69HE4rpmsk3r9ee83bJ+vmhzuFxjsElMpS/J5MC63K+WyoWUyYOSyIByuFvf79nO5saEwXBfTueyAAAAAXRSTlMAQObYZgAAAo5JREFUSMeM0mtPgmAchvHuKwXDLMaAVPLszEOmaafv/8nyEckeH9i8Xt1z+wn7j5vyyLu5MuyuAG7XgH48bmZBK7lPLVQtFmv9Nb3zHeOI2JNVWO9bxhV7OS0blQboZyopHFUYYPak0mrlBqAlU6+nc/kO0woy1CEvjvBU9M4qOV7OB1zxLVMK/8gt0DXj0yXFaz1DJ6ipyMteeDVju3IMNGT6AvsGbdoy1S8JkMgUwNIiC350ejxckIlMWT7OdWjnY+QQX8easLVIQiMfQ4e0iz/1ZdWFMB8OedChSdKno2kylYJ6KHW7epwRH88cOGSgQ2PY1TRirm3EWGvI9ORDr5Tcn0i60c48ckVTXjSbaE8ViWVapiwkT1JtYy77qCUkoUrJqDhQ1FOR9cOHQyIda8GzRYak+Rg4hDeZsssPZsA8H6lLBgX5ZazuVhCGYSgAw+lm8edilOI2GbOo2F3MiaCC7/9iQhbKSjporvvRQE7INyIjT+wJSTTldwJ2EVF4ib6CKWn/gOFSBfBrDbaUynuKeHppAdwWOYap5yAldoxHU3ys6gJxzYHEg4Qk1EKyNj0Tad5pcfUssv+pNYskga2EOJlISOPLIgKTAot1A92GyHT7Ie/AAH0zOndWx6w7BlECyMoG/1LoLdWhEIbC8ILcNSrBMez5T/EcqLT7rS39we8tGOIbtz75oPMqwlddgHskXB0Z1DQBUen7uIdOZIzbLm2lYS7EFWhzTiqPRXHRQ+NJ7FLT8CpbOcpaqhV20yIlQI/JIirScWsDXTCCwTFQkxaNgPFxsoiQyH2ChxRhV0dnAvd+kbMuPhp3UTsjJ49wAOJwwf/LdBgZPw1x0LubEiuP46cZ+fHn/gAOpyYKth9gGwAAAABJRU5ErkJggg==)](https://www.javatpoint.com/swagger)](https://www.javatpoint.com/swagger)

[Swagger](https://www.javatpoint.com/swagger)

[[![T-SQL tutorial](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAAyCAMAAAAp4XiDAAAA5FBMVEUAAADCR0fU1NTWhIT8/Pzp6enNzc3qwcHe3t7goqL5+fnY2NjzFhTj4+Pw8PDPz8/14OD78PDRdXX+/v7c3Nzw0dHzGxn2QT/s7Ozl5eX4UVD//Pzy8vL19fXg4OD7ion3TEr1JSP0GBb1NjT1MS//+Pjr6+v9z87lsrL8r677nZzbk5P2RkX2PDv1IB7+6ur+4ODR0dH8urn6j47HVla8NzeyGBj39vb+8/P91NT8wsL7pKT6l5b6hIP4cW/5aGfMZmb4YmH4XFr1LCr+5ub92tr7q6r5eHf9ycn3WVf9qqq3KCjTd2ziAAAAAXRSTlMAQObYZgAAAqZJREFUSMfUz8mKg0AQgOFCWhGtREJCt9MmcY8oLsEcsitq1nn/BxqHudvmOP+pKPgoCv5V2uZLhg+am6qhTxYfGE2X9MVkRfTlWEHUDaym8+mXKpGRJDyEFuwJWRJ5MpJsA+r6KW+fcaHBWJNtDzc3ubZp3j3u48zuDZZb/A7d032fQxB3cKMwn/WD7Vg7z/UTEMedCy3vPWF+cy/9IDsKSZNX6HvMZs4LgMWHmgoP1TRCiAIPK4ATs8C6eLaAtBh7cWBvEXmRxtB3xt0wSSnHnNaJ93Cz4G91pdGQuFFEFh4dZHDyHLvm3GE+siFiY8CfACHlvMedw6vdd/kaujIL8qI6R1cfvfSaHC0Qd8HEyjLMm3JLTHUO4m60iTu3Pe2nqqQoChELy6EsuxTywtDliaGPITaycraWFHMjq4a5MsTknJ40VVlrprRWVAJLQ/jLDzF1jBsxDANRdDAgCYIEpUIqLMB2ub2rRS6Q+x8pyQm0XV7/i2nm61vWU10gbv0VuEy2S5QzwHHS71XM5Niey7NUpBcPeEOj56aQnAFlmQcGr8r3ujdJSwHGNDuA6CyB6yZZBVx0r6RqbwC4SzTH4iF84+z2aIvL2m690QMXR2SxdJpZYOP4W1HV2MTOmLcSW+2ZrXMGfqts8Ik90cfyHJjdBYOKj5x3dnYufS0LfErOl2rd7vhXP82MMWoFMQxEZ1AhppMFuoPBrb319rn/faJs+IRUId0fBE8gvZGZ+V8vAso04IFO+fGoaPYeBUQv3hw+QHSWuQ1tF8ernMCVnpkNKpi+bM+g3boIYHLikaUfpadINrrvdCWP2XxOYY5Kjse1XwojvpUYsg/ItFAgOgqk3wtx4qXk1zgtG6XaOxZNMAp5A/BNw8jrmkOk8I/cZ+Gd8wkgkEB247QIlgAAAABJRU5ErkJggg==)](https://www.javatpoint.com/t-sql)](https://www.javatpoint.com/t-sql)

[Transact-SQL](https://www.javatpoint.com/t-sql)

[[![Tumblr tutorial](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAAyCAMAAAAp4XiDAAAAolBMVEUAAAAAAABAQEB/f3+/v7/w8PAXFxefn59wcHBgYGDf39/ExMSOjo4gICAZGRkPDw/9/f3T09N5eXl2dnZVVVXr6+uXl5d9fX0jIyMREREHBwfo6Ojk5OTW1tbHx8dlZWVRUVFJSUkwMDD39/fPz8/Ly8uvr6+srKyKiop1dXVra2tHR0dEREQ0NDTm5ubFxcW8vLy1tbWRkZFvb29aWlo9PT1ifmlUAAAAAXRSTlMAQObYZgAAAa5JREFUSMetlYt2gjAMhkkpAgriDVS8DPHudG5ze/9XG+BqW9MCR/2PPdSkH23TkhhKdWaUftKWZdTUxF404KrTYV4DOA9AUiOqmGvKAQ5ty4ivMag00E/kgUajUEP0+Zj2WyYQ/jeVxDdwkdwgzaNaWwsEmfcIvGNi2QCueIYQ8BByEN2ugZF4ckd8SCcRKhDo66MF47WhQsZTGRF2cmQB7eUKuCOSiDl3XAxJbe5ZSI6hEF8tAh3RcayFtERHzO37MFxejd1c4nHtRAQkmciIF9CphwwfQJ5bmBFXIXj7xyoEB3lYheCjnNdBFuhaIqQNsiL95Yf91Rahy6//xEYsHey2K/SJce1FpsvtKbMFk9J0kShi6VUkpd7NvEZJCaU+NuL8T1xQ6tNGDeJf9+fEE+zzaby6WDxXkrBmqPC9urziIv5iOSQXthOTPZBW1E0pLUWwTJJ7igauD4RmzTJI4kNi5UbiChxGEqsZpFmzDeI3LeIWSGA3SxDKusWDBkXP0S4svSFs4MZnsAJx/I0HMhLYG9/UIHb2PivbopNtYJXRdtEczyVe3st/D+sPOOQYm+gQXkUAAAAASUVORK5CYII=)](https://www.javatpoint.com/tumblr)](https://www.javatpoint.com/tumblr)

[Tumblr](https://www.javatpoint.com/tumblr)

[[![React tutorial](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAAyCAMAAAAp4XiDAAAA6lBMVEUAAAAA2P+/v78L2f5AQED8/v7u/P4Q2v5c5P0z3/3A9v/g+f5z6P1i5v2N7v8n3v8V2/8i3P3v7+/0/f9A4v/l+v5M4/7F9P0s3f0gICDW+P5/6/74/P166f1T4/1r5vxE4Pzf399G4/+H7P4QEBCJ7P+Y7v7L9v258v2h7v2S7f084P2n7/zPz8+Pj49/f3/x/P/Z+P6C6/4e3P6z8v2s8f0Z2v3T9vyvr69QUFBY5f/Q9/298/043vyd7ftr4vhgYGAa3P+28/5t5/2fn59wcHAwMDDy+Pnf9fhj4fjp9vej5vKB7P4AAAD+g2y9AAAAAXRSTlMAQObYZgAAAtpJREFUSMfVlOdy4kAQhKe1QgFQAiEEmGxytMnGxjinu/d/nVsJkMFnRN2vK3dR7DRVHzszNbP0U5TO3/6afVpJLxbbkVCiBU9Gc+NSim87YUSSWdlI40GGInHXlVG6f0lqaIUgdXS9I1aBEaM8TN8NzVIIkkdqE6zAKqhIG1NBCKIgaAPg7Mq+RUgDrgIkDowugvjsOBL8XxtOE+42sbewxHLI+uc1s5JUQ4FO11LHtXfMTDzoenuEnJ+R6oYgKTj5EsO+3OIl4keBYU0Fl2WgVK1/fKz0PHADLjPe+BZoOMDIwpgk2ZJoo0voJKke57b+anQkB5SakTHapGEVDJDJpKGpUjYuoxT7QhSgRr1AVmPocK+r1lWKqIuHLnSvyiLusgeIhsIuGGFJVPRLiBHZGLHNEDUhS3uEBHUbLQGF6AK+4rxC7oPFuNxDosjtQhXXnvdlc+9yvxXe9m8J1igLFPdvmQHat7eQhvhuBE3EPM8l88DB3baWNDuohYY2HL+JU6OBElGyKqPQILqH0kKViM5yMkvToTSgmKI0qlTAOPjVQiw5delMN6Fm6avuXaBkY0YpGLv9aHttUaAAcu3bNUsXTAA3FRda1NeEwekwgFUmR5fsFapt4UBTu8g0Oq4VmkTv0YmMfK2qq1CiXk8609CtnPlnFwbRBGokeERO734eVxdsGtutwMtxpIDP54nJ6WC9X08/Sv7IOLu4hvfjSBzStt93MKAM6XQtbYzJnw7GxkkFN35qEcMIe/lhSHRWt+BmuasCWtY7dAp9yCADbDsdyw6PGSzuQtR07MIkGdhl3LbzEv13JQRB+EdEyAwGmT591VMvBBH5TedUflrPSViLc6L+YlAWMuvHUKR3ThkhIQpCOZHp9RcJoVd+7veOI+eimHnsed+DuSieC6JfGv8OuYXnVSb+KdPvBD0LTwNKlE8h9CgSv2CdGDwveIILcTGnPm/JD9AfnkM8KmDE6s8AAAAASUVORK5CYII=)](https://www.javatpoint.com/reactjs-tutorial)](https://www.javatpoint.com/reactjs-tutorial)

[ReactJS](https://www.javatpoint.com/reactjs-tutorial)

[[![Regex tutorial](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAAyCAMAAAAp4XiDAAAA7VBMVEUAAAD+1b/+g0AqAHz9WQD+rH///v0tBH39l2LIv916ZK0pAHwnAHr////59/s/GolEIYwyC4F7K1f/9fCdjcNdQJv+u5g3EYUuB3/8+/3+z7WBa7L+waL+iU39dCzz8fjs6fPKwt7+3cuSfrxmSqFRMZXn4/D/6uC/tdj/49WyptD+18ONerptU6b9vJr+pHT9nWri3e3d2OvOx+K4rNOomcmhksVWN5j+sYn9qoD+iUv9biD9aRz9YxD9XQjj3+7a1OjZ0+itn82Xhr/+0LmGcLV+Z6/+ya5xWKdIJo+ARnyaVG79jlX8h0r9fjnuYb8VAAAAAXRSTlMAQObYZgAAAZlJREFUSMftltd2gkAURY9eggIiEKUYTewt1sQW03tP/v9zckENLsOD5CnF/TDAw5655y4GBj+WVCQsiJxFw3GCSBTh2NooGyWsoiZdMghCnLOiiDFyMcoB1o7gsRuoMNlQSjtdZeciSHnv9Xq5AEVCjdwR6qJsVZ0rW2AClStWilJFd6rZAlCsaLqcNs0XLsqyrIecZe0A9a7VrS+UbFkn0q4dilUV0gsNg2Zsz7PkeMil9gThVVyOrzc00g4x4AnY19sdxVdwJAjnbERTWCg86yRZJLJN03SIcWrAvafEW61WE2rfVfdSfpY0z9iQiJSEB1EVwD4rfvxTViLL8du80oioAhd2YwVAnq1SKpWawHR1FUl84vgK2fvJsWGYNj+UO37840WWN9FXUKRP7IOxQoziK27HbutcW3+myLJ8CKT5MqxoCa1T4xiTmC2XiZ7jHtN+PN4Fmnxb+vLyqxkVyOTz+YyIO27LuvvlwEkkstLIIWWwrgLuucejuraCoc2CcZMMtZHzlwX8vi/MH1JC/8S/c1T433wAZQkksMJRiPsAAAAASUVORK5CYII=)](https://www.javatpoint.com/regex)](https://www.javatpoint.com/regex)

[Regex](https://www.javatpoint.com/regex)

[[![Reinforcement learning tutorial](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAAyCAMAAAAp4XiDAAAA6lBMVEUAAAAA2P+/v78L2f5AQED8/v7u/P4Q2v5c5P0z3/3A9v/g+f5z6P1i5v2N7v8n3v8V2/8i3P3v7+/0/f9A4v/l+v5M4/7F9P0s3f0gICDW+P5/6/74/P166f1T4/1r5vxE4Pzf399G4/+H7P4QEBCJ7P+Y7v7L9v258v2h7v2S7f084P2n7/zPz8+Pj49/f3/x/P/Z+P6C6/4e3P6z8v2s8f0Z2v3T9vyvr69QUFBY5f/Q9/298/043vyd7ftr4vhgYGAa3P+28/5t5/2fn59wcHAwMDDy+Pnf9fhj4fjp9vej5vKB7P4AAAD+g2y9AAAAAXRSTlMAQObYZgAAAtpJREFUSMfVlOdy4kAQhKe1QgFQAiEEmGxytMnGxjinu/d/nVsJkMFnRN2vK3dR7DRVHzszNbP0U5TO3/6afVpJLxbbkVCiBU9Gc+NSim87YUSSWdlI40GGInHXlVG6f0lqaIUgdXS9I1aBEaM8TN8NzVIIkkdqE6zAKqhIG1NBCKIgaAPg7Mq+RUgDrgIkDowugvjsOBL8XxtOE+42sbewxHLI+uc1s5JUQ4FO11LHtXfMTDzoenuEnJ+R6oYgKTj5EsO+3OIl4keBYU0Fl2WgVK1/fKz0PHADLjPe+BZoOMDIwpgk2ZJoo0voJKke57b+anQkB5SakTHapGEVDJDJpKGpUjYuoxT7QhSgRr1AVmPocK+r1lWKqIuHLnSvyiLusgeIhsIuGGFJVPRLiBHZGLHNEDUhS3uEBHUbLQGF6AK+4rxC7oPFuNxDosjtQhXXnvdlc+9yvxXe9m8J1igLFPdvmQHat7eQhvhuBE3EPM8l88DB3baWNDuohYY2HL+JU6OBElGyKqPQILqH0kKViM5yMkvToTSgmKI0qlTAOPjVQiw5delMN6Fm6avuXaBkY0YpGLv9aHttUaAAcu3bNUsXTAA3FRda1NeEwekwgFUmR5fsFapt4UBTu8g0Oq4VmkTv0YmMfK2qq1CiXk8609CtnPlnFwbRBGokeERO734eVxdsGtutwMtxpIDP54nJ6WC9X08/Sv7IOLu4hvfjSBzStt93MKAM6XQtbYzJnw7GxkkFN35qEcMIe/lhSHRWt+BmuasCWtY7dAp9yCADbDsdyw6PGSzuQtR07MIkGdhl3LbzEv13JQRB+EdEyAwGmT591VMvBBH5TedUflrPSViLc6L+YlAWMuvHUKR3ThkhIQpCOZHp9RcJoVd+7veOI+eimHnsed+DuSieC6JfGv8OuYXnVSb+KdPvBD0LTwNKlE8h9CgSv2CdGDwveIILcTGnPm/JD9AfnkM8KmDE6s8AAAAASUVORK5CYII=)](https://www.javatpoint.com/reinforcement-learning)](https://www.javatpoint.com/reinforcement-learning)

[Reinforcement Learning](https://www.javatpoint.com/reinforcement-learning)

[[![R Programming tutorial](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAAyCAMAAAAp4XiDAAAA+VBMVEUAAAAjab0dY7UgZrq4ub0fZbe6vL+HpMGztLi9v8K7vcC1t7saYLEla8GrrLFMd6Ph5uunqK4YX675+fqvsLWlpavV4vPy9PbHyMuWsMnw8fPD0uCtrrKfn6WTk5rT3emlu9F5mbrAwsWwsrajo6n9/f3h6PDt7u/i4uS0xtjDxcg4c7igoabm5uhrjrMqabFbg6slY6rLzc/19fbW19nT1Nbp6erd3d+cnaObm6GQkJguYZOOl6aqwt7Z2tyJrddsl8hWiMG5ubyYmJ6Nkp09bJvn7fXN2ejE1eekvtuat9nOz9F5oc9MgsA/er8tbrlgj8Y2ba50hZ9XstJfAAAAAXRSTlMAQObYZgAAArZJREFUSMfd1Gl3mkAUBuAboiKaQhJiABEQI4IoxrjEJXvSZl/a/v8f0xnmjlA02o9tX89xPM55uOfOAvxzUbWhB38Yz5+86KVSoZDL5SR9FKmbwOm4IUkIcuVykSQM1qjqWJKy4Ojg4KBWOF0NvFGDVkBRjsVRLGqyLFVXCG3QwBKJ4EDe25Mvl5sIucgxUdBJwrBUI4CkUhllRJAGjdHE95LywTgkotLUvbSIUqIRwVKGg0qz2dXTneuLLkoB3cfD30N694vdrhUkJFiU0OM92P0SZwuzvfX2rKqyZcneokjIF6pEBZJE0Lwf+tZ0GnES8b0oDAFJVmznP6rj2WzAyYivbAAJ4QBFPn+lWndFTgYoyion6RoohA4U77oLgtsdAiconCrJYycWgjCU7maAecEzqC8IlmgBzRMTgh/aFcBM8EQVVpMLJvJezpYAo/FDW11FWu+xEG6gYidnU2eipnOCnXdotpkQLnzb9hfE5/ciSBNcKxQduJ3fQpIx3otahARBIq7vB/M9NUU8qYb3YhSTjPi4foDJfKpBOmqJCnotyhGSVI3vj2pjPsVGEqMz0Ww2b4NdFFdXr8zsKPOZBkuZoCD34hxrVAEuGNnpDWFF1LEcA4sSKvJfbdv+QQCNA7ASXcpUTM+xD0p+EkHz9vnrclC0ZudMUGI1bhjZb8HnUU9DXCs9Ih04Qiz2b2BddnF12Zl7pYLkaQMREqIdE0Fycr+WCCkCz/ss1+vIMQsStXPC8gD/QTJHUuyJ4iZiZIgJiqm0HVest3riGZwZbbHvkAf1jb6JgwKK0TPoNCNGu2+60NdAEdvwjXzANETyU9FMPhCC00hMMEXotUCpG9oZKNBviyKtDSYOlABO09QdAKcOmig6UDcUcKHtunXyrwsOH1zyDW48nUnLFTONLk//vfkFO2lZldBYogsAAAAASUVORK5CYII=)](https://www.javatpoint.com/r-tutorial)](https://www.javatpoint.com/r-tutorial)

[R Programming](https://www.javatpoint.com/r-tutorial)

[[![RxJS tutorial](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAAyCAMAAAAp4XiDAAABQVBMVEUAAADtFY9mLInsDI7gDY3ZyuHSEo3qCo7ZEY2MYafME4zsEI+bJI2jIo3s5fDBGI3mCo2xlsSrIo67G41YLYn18vi0HY2BKot7KYtyOZDGFY1zKoqIKIz8+/x5Rpj63e7j2OmvHo1rK4rFsdPsNp+OKI399fr74/HPvdq8osuUJo33uNzHpMz1lMzoh8TwfMHZS6jVyODYcrnxbLigfbaWbq7tQqSGUJ378Pf77fX1w+H3qdW0hbzwYLO7Ya3JR6PWJpacMpPtHpP60enkyOHou9vZtdfrotHdisTMVqvyUKusQ53HMpnFKpXqGZRrQJLkF4/EHY7TGY68GIudG4rx7vXYrNP2ntD0db3odrmtd7Syaq+kU6JrTJeJPpWPL5DNG4/dGY6DI4nw0OXPtdXSoMz1h8XhX7LXW66Kca28KJLSpDYoAAAAAXRSTlMAQObYZgAAAzRJREFUSMfN1GeXmkAUBuA7g4AoYGgKiqx1V1ddjWtJNluzvZdseu/l//+A3EE38QiS5CQf8n7wcNCHudeZC/yTzD1uNe78kbh3nxBSafyBaBByZei6frxxeLB79/fWuJSri7KiF9NGKnvanYPILLSWB1eLGVeRkTCRSAibTxei2q4QYti2/JZcXKV8IQjxeHwzoq0WIelcziYYLiakUgkhHmOJL80kT0m6lLMzb32SYIvEHsRE8VaEWX5TYkQhJDleJEuLHIdG2A8X8wObMuKOm0eCqySTHC7zZiEfJpYVE0nGzTBVHBGRS3KMJL6oalCsXVCT5qqLVTeTsXO5rRNGbomjwhJZ+Bogj0nRNHOyLKNxM8MPkN/vCDE0rH0hcQkvH06TNnlnUkVXmHndHG9tuxLDoMgewPntwKZcmKacLuqKIm/tTNS7v/S50+muALzUAlt/adopwzd7EBYzQOCFWcymDCOtr4cK3ixbhWlSwpJTD4z0o1DSMwvaVDf3lHfYJiIjHyby5+cPzSlypFzHfHMCYWmWNMmcKuyJfs02QEh0woTlOD1qTo/XyTVuGqJQ8sz2SlSCqazonG82w8piR6h0O3B/KckxFA++Ivbw2L3KDUPm+P7IBObp42L1+TPbLoSNGPFNBWAbJnJnpzC/6maaoIYtQ3zUgntPYDI7x1W3aa02IZhPxDfJ7QWy9nNDd9dleWvv0etX+bAtPhqZs0aLq8wB5v3B4be0rhw/33Ld2xCWOxUyQu01LtnO443u6HTjEK3Oel/emDORE8/auNJc93CDDdE6zMrdwdiIor9JG52NUwNLW8/DzMy3yQ/kH7osK62LIiLbN8UhQYPzcLoLv8rK0aTZXJqH38jdxtoAkZgcLK/Af5ACz/OFiVnkMRZeqOpMIlGMx8M4PMXwUPAodbRZRMJH9x1QeQuByhQSr2+p5XoEYb9S8aGac0OcPmCiSI2qUKc1pw5jolFvVZ1JhjxfcyS/qyGMCX70HFqOal+y/CvpJ8EGJSeiMM1DUqdlWgeNxwtVlbCqnhdBLK8P4/Z7uGaf/cdDb2ZhZfYFr1k1DalWg5pW9qur11T4q3wHKNpfQiJs26sAAAAASUVORK5CYII=)](https://www.javatpoint.com/rxjs)](https://www.javatpoint.com/rxjs)

[RxJS](https://www.javatpoint.com/rxjs)

[[![React Native tutorial](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAAyCAMAAAAp4XiDAAABBVBMVEUAAABTwd7O7PUAAAC35PEAAAAAAABTwd5Twd5Swd5Twd5Swd5RwN7A6POw4fBUwd5Xwt9bxOCS1+pTwd5Vwt9Wwt9dxeCC0ecAAABXw99bxOBcxOAAAABUwd4AAABWwt8AAABkx+Juy+MAAABUwd5Uwd5Vwt9Wwt9Yw99gxuFryeJoyeN/0OeZ2utXwt9Wwt9Wwt9bxOBWwt9Yw99gxuEAAABNv91Uwd5Uwd5Vwd5Yw98AAABaw+BbxOBYxOAAAAByzeVVwt9Vwt9Zw+BfxeBKvt1oyeIAAAAAAABVwt9Yw98AAABTwd5bxOBaxOBpyOKC0eYAAACN1emD0OZUwd5RwN4AAADkCLpdAAAAVHRSTlMA/QK/BICP+fby7fv4CgbjjlAK58KhPg7PgF5JQMevnmAiFxDf0rWxfDkwKBIIrqmUiIZ3WlDz6NvLpZ9oQzQwHNe/dGI6LO/fuphwz2xWNiEgFybn7OvoAAADuUlEQVRIx91U15baMBCVbNwNtjHdgOm9l9A7IQu72bQh//8pkcCGTXE2D8lLxufYM5LuaO7oWujfGPP76WB3MrEt3315tVMstOrI2wIlkCQQJlUnzoYxSCYeHbwhPTAY5J9rUFrTBHFF3eUYdJCKnohmQb58GzouHFCjhbe1SxzGUS9IHU+dAq2xtgsJleY1NCDiBXkLcdfNjkHcu72qnefekL7rNp7AvKX+eO6/vkvzKFQK8tKJvpx3XpDl+eR4XdxjDCXkHFAVEl6Qz+r26jxDizAfiPaVzQCWXhBfYURe/pqlgd05nXoj3F9+9tHj8mwyM4V2aCwBwPkNNfUMoGqhckHy/RrQmG8FULRj7widz35qDUsdxadjFaAYX/8MOPRMeOrKhENuPGm421bUBPINyN6CHF4w35eUUHErwqCwGWVsqXbXqWauUVfKEYGKwuklo6aubA2axIJERLDp6ffKeoQwmAuVqFmmSQ9lZZK7QyoQvhL0ScWUVEfowwgAcIUMlM24EnEqEVNBF7GWS25LpgAdBjEhoKb5CViBTcCZTOCb1t7Drfq6YhLuWQUutiAjNujINTHleoO7uKuKtCbbqhcErpJyymDfjlo9um7OTLnESgBhUlj7AtkQ1SwUKDgMmDgeINcSkIpemypsS0KEJKFkZIv0clIY4Ksogx2wfXdx6dKTQXMZ8FwVafeC/baepTTxrlmkig5EtvjobOdw0KC4jzKlQgDFBeM2HBU3QbTDH4LGE8iJH260nC6CdhLDZNm4eDvmOCbwBYRMUKdZ9JP5jbYIWN20QlC2IrXah6q1E+TWRsQApUTQQ/1T3AlJGAOV//l86TOWQ3oKPMRPRTgir+xykYLufr8faOJ8mQ3So/a8LtdqyWkGpnTmWL8SjoDhBamdO+5/gnXfgqrw9Uup4rpdbGujrNuYN/E/uPoCKZAj6E8g3VuNJhb0wOu3ZV1pO55hykbZ/e+QBZZnkzey75I1LI6XqNFVis+XZpRxA3nZe+j5/XVdxu0cXTqQcHvhD1hCyhNB9S3JitB6ZpxKifBkTZ3UkbcxCXvarzMv1LoPlypR9FeMjT1wL8JPNGBZlGSdiP0FJJlJr2azfJJLr4ZsOvYuQ9Mkk7NP3CxDIjbJoXSe5zN3CFmVf+BZjuTl3q3yHH9JE+M4tOJZEpHZFZuJcV/vkNinB/QuT76Z9NCFxNDjA8fzHHnyLJqlh4/8d4UhLjmccXn+kaeFDdkkHUPpTIZ/zAxZsjiZRvkZN0T/l30D1xyHzxgRNCEAAAAASUVORK5CYII=)](https://www.javatpoint.com/react-native-tutorial)](https://www.javatpoint.com/react-native-tutorial)

[React Native](https://www.javatpoint.com/react-native-tutorial)

[[![Python Design Patterns](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAAyCAMAAAAp4XiDAAABOFBMVEUAAAAAAAD1z0/501Ptx07jwmEAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADwzVrnw1bgwmvWuGUbFGT/2EaEb1b/1Ua0mFDJqE370kdwX1irjlGHclZRRF2LdVXBoU4YEWVSRV03c6U3caE3dan/00P/0UA2bJo2dqz/20wtU4z/0D7/zj02bp0vV44pR4kdHmqPe1enjFF2YFHLq0v/2EnyyEPwwTz/zDs3eK4lNnoiL3QcGWc8L15cSlnLr1DEnUU0baQyZp8xXZQrT48qSowsUIkoRIUnOnojMngeIm0jGmF3ZFhiT1TCo07TsUrhvEkzaaMgKHIwJmAvJGAwJV9MPVuGcVZ/Z1Kii1GJblCGa1DDpE+5nEv4z0avi0bQqkW7lUTarj70wzsGNKqeAAAAF3RSTlMAgMyOekBAYDAQcFAgj7+vn8/fcWEkHpAtgT8AAAIHSURBVEjHzNLZboJAFIDhJm0foVWnSyxNGWeAgbIIBQQV963WLmnTm67x/d/AM4mJF4IDN8b//ss5JzlHe+/8dHdn2+QEXe0KHaeQy2olO+cilVRuM1t8ZhBUl9Krl6tZ5K6U3s3BkJk1HFhjuwCZqj21VpPlOD+xBjMusFmAqF0u8pO3eBpFEcP43mxft3IQ+7XRUGEGCMX8Qn5bTIYA1kJhC0Q8MeluhDJ5JtR4F5EmF7jPGBuN4jmhut4SEj5j4iRJ4nkvhFLDEJJSD7aaa5r2UEZchMtHIRnLWHFAIBC6EYa/4vObfSAw48f3/SAI/j+EBLJtCbb6dl33Kf/DSHAHoZ2/TgGyEkiHvqI5CVrCLYA6bKzTnEjJlVExcfGB/oMm7yuqYAd4tEjgAri0xMrhBvJYtYSYyeMGZsFYtIgw4QfCDPQHjIzcIIqTgR1JkIeREcZlx9QCaHVeciqIYSCKVk3K38Rp9r9YGibvjRohuInl0ZG8cRmqPnRlwRi6ByJoTo8sg9Pa6C/CzOPj69tmDFWEEuKu3ROrB1uM/XYCUJeJTkymn4MymGK0EeFzfMWY4ryIAFwImmCwDIMaIgWn399gtdUtvNWr8FRO4v9q6beEyWwFs1a4w71bCD0SHZntXWRx/Gszp/qBLKBOng2KqThYUPb8QHyZkbV8Eet+5lyBv/QJNH6I/M6Cj5AAAAAASUVORK5CYII=)](https://www.javatpoint.com/python-design-pattern)](https://www.javatpoint.com/python-design-pattern)

[Python Design Patterns](https://www.javatpoint.com/python-design-pattern)

[[![Python Pillow tutorial](data:image/png;base64,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)](https://www.javatpoint.com/python-pillow)](https://www.javatpoint.com/python-pillow)

[Python Pillow](https://www.javatpoint.com/python-pillow)

[[![Python Turtle tutorial](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAAyCAMAAAAp4XiDAAAC+lBMVEUAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA7bJuwxc5UeJPN17e7zUf40zs3caL62kv23E723WNihJovapdxfDwxaZcAAAA0c6f90zC/0U4+bZn+1ikAAABJepzB0GS2zD3d1WEAAAAvZ5fC0FVGe6s1Z5T62ERGfqu90EY1aJgybaEuaJ03Z5K+zU04bZrC0lVEdqK9zlUqc6z+2T3/2TpAcJUxapbN12zC0lJQc5j01D6Cl5BukKtNeZrS3JeTrsPq3oQqaI/52lGJmD13gUM8eav710Y+c6OXkD+7z0z74l3C0kY3bpi60Ef41DiVpEe6z0k4aJL81D12gT1De6n62ED64Wk6aZT42EipuVTA0kw6aI6ksGP32VL12UVdZUdMgKn5427A02JEfKXE11NOeJyVok1Te5g+bJFYfpZ2fU46XpHH2GH642+5y1fU2cQwaJf/1jp1f0B1gD12gEM0bJ4waZozbJwxapswaJn+2Ub/1jy/0Eg3cKG/0Ek8eKo6dqY4caM2bp//203/10J2gEAuaZnA0ErA0UYAAAA7c6MvapwqZpT/3FC+0E3/2ku/z0u+0Eb/1kV0fUV1f0H/1D5/iT4/QjQ+e604dKU6cJ782Uq+0URqcz791Dz81ztLTzU7eKc8d6c0b6I2cJ//3ln921H/1EH+1DpCRTUxMjA/RC86e605dqs6eKUwa579313/3lT94VP83E7A0Und1Ei70EjCz0iouEb71UXx1kS9zkJnbkHc0kCRoEB3fj9udz1iaTxbYTxRVzU6PC79+/ivxdZBeqcwaZMkaJOzx0mwwUhyekjO0EWsukWer0Wfq0OBjUDNuT6quz3t0Dt6gTpSVjp1gTliajf91DZFSDM9QC44Oizr8vDX4+bE2uRvnL5ckblqk7QwbJbAzlbDz0y5zEyCjEeLiEaHlESenUKXmEJvgELU00GxxUGUkUB0fD92gT6rrz0tKjlHSjhncDfHrjV4hS5TWCTXl3EjAAAAdXRSTlMAvzCfUGCPgEAQr8/vziQ5Cf79gHVUQQv+/vLfv7+wo4BwVlE+KCD99Ojj2NDKyb+/vr6wmo2EgH5+c2BdWElFKygkGhgP+/v79/Xx6enn5uLZ1tLPzsS/u7q5s7KtpqGflpOPin98dW9mY2BbTD8/PDY1IR8tfshcAAAD80lEQVRIx2KgGhBwtFNSUuJ3IVa9uKmO16ZN/fNXbpEITCBOh+bcM3M3z2traq+pLp1gKE6ElpyNTx89OQPW0V1aPcGaCC3CG0+fOvVs/oqq2rrSutLSMCK0mLc8f3x6/ooaoLNAgJcYLcs2zV8JtKO6jmgt1jIyMvr6BgZSpVAtxAPDbiK0iGdobt7c2j9vRc2Ls2dLJ0BtEdu6erW7KA4tkXNbli9v7Z/fXgX2OUzLjkkd9fXY9aTObWlZ1joPGCG13ShaAJpS39mpLYBNi85ckI62JmBglSKAnlj99M41ZbPssehwBNnR39ZeVQOMQzjoNhXpXDNrVlmZCBYtWRuXA13VBNJRh9Ch5eDdAARlZVHYEkrL8n6gq6qqu7fUTgSDc+fcjPljQRqAQBabltbWtpVVNRITpKwKXPggoERUG6QDpxagHe1VtRJaDmn+27etXt2xYEH9kulrwOobsGsByAqko6Za3S5666pVkyZ1TKmv7yxbsk9oyeK1a9cuXhKORUveSqAddd16RdtXrdoG0tG57/eHWx9nfL31/rrQ2llJ2PK7Dyh062JEtm4D2bFg+s0v6yoqj3TNPHKkYvb1JfbYotJ4CzAKq+UttneArOi8+fb2yQ3HKisqysu7uip9XbFpcVKvqwNp2QG0Yv+uXd8lj1cevb3heHlFV3nXnQ0pWBNZrlTthAnylgvqp+96NXly88u938orji59sG4OEKzzzMeelgHi5+d3sqyfvn/hjcmTBW8s3FtZXl6x/mIlENw/GIE71yjsm37o6o8rk++uv7zwMFDLw5kVFRWVi5ZWJuoq49KyZtalvUs/75699MKBy5IzZ56cUV5ePrP856KKIAFcWmYtvjT19eHzf3b3Nk87cbACpKWya8bx9XdVcDlM5N7iT1Onzf57tbmnZ9rhOUcfXqzsqjh2f90iSZx+URW6t79x4YGpzc2NzdMuHHyw/sSJDXOWLrozOxu3/0WFFh+a2tPT09jYM+1814xfxxbNmFl+7cpuMwbcQDU5+NCeXqCOnY2C12bPfvPOIyTOr3mqLgNeAJBNb2OznEm8nNzknTub050ZGEIXThPEr0W5sbfXFsTQ2LOnFxRShZm2qgRsCTggqAzWMrW3UYXIqs8ZknTNjIxMihmGNQA0O+5IDIMwEF19EEjiBq7c+LicObKHzLhNl20W9HiDxsx8umHhHaaZts8nD3op5CsulePgZaQupCxBXIgGjNlMSq5nIrwVMxVNJsW6lOL0OdKt34ojfchNfHQJ2T+1ghoEUiaoxMmzRr0VmsAqOe/qPRQ77YGKTsPqwhFcI3sWA4ykVYUUkc74xvXAj7lK/6t8AL1Ttnsw84qZAAAAAElFTkSuQmCC)](https://www.javatpoint.com/python-turtle-programming)](https://www.javatpoint.com/python-turtle-programming)

[Python Turtle](https://www.javatpoint.com/python-turtle-programming)

[[![Keras tutorial](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAAyCAMAAAAp4XiDAAAAq1BMVEUAAAD////1y8v0w8MAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD52dn////98/P////QAAD////gWFjfUlLaNDTzv7///f3ytrbhXV3VGxv64eHSCQn31dX65eX2z8/1x8flc3PiY2PXIyP76ur42tr0wsLzvLzxsrLuo6Pqi4vYKyvTExPTDg7+9/f76+v53t7kbGzaODgAAACU1NbNAAAAFnRSTlMAQL+/gCBAv58Q76+PcGAwUM+/MI8Qy8XmtgAAATVJREFUSMft1MluwjAQBuCh9ZqVpXWAYhIKNIGyd33/J6uN0Eg9eVJx6IH/4IwlfxorIxn+mkGHmEck/SEt+w6SO0PL6EauQ/Z2O8bN1Fp7CJFDURQbFBO3+wyRsTv0dKlrL5YlkWCPZyfIpD6LmaER7FE5QSZT7EElQy9eS0MmKOjkLJaNoZN3L4p1SSaYXTvy4ZdhGzI/Lfx6pJPFzBxX7muJ5DLB2tsX+lx8Nq56K1uRZu6H04qYKV6NTMzW1ZNxK9Ks/N87kQgewauRidl58xUgxlbVyGDWVWX/yWt5IxTycE9LfwBXSpaA6rYjTCoFOk111s04Y1yzNEh6kQaZxLFUOYdMpnGwp2K9DL6FyCUHFidKqyREJONRLmMmIoCom7CURSGSc+A5CAECgAvOtdDwKz+4uZVUFXv3+wAAAABJRU5ErkJggg==)](https://www.javatpoint.com/keras)](https://www.javatpoint.com/keras)

[Keras](https://www.javatpoint.com/keras)

Preparation
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